FileSpace

מערכת לשיתוף קבצים

אורי עומרי כהן

ת.ז: 326090750

שם המורה: ניר דוויק

תאריך הגשה: 1/6/2023

שם החלופה: הגנת סייבר ומערכות הפעלה

בית ספר: ויצ"ו הדסים
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# 1. מבוא

## 1.1 תיאור מערכת ראשוני

מערכת שיתוף הקבצים היא פרויקט שמטרתו לפתח פלטפורמה ידידותית למשתמש לשיתוף קבצים בין המשתמשים. המוצר המוגמר יספק למשתמשים את היכולת להעלות, ליצור, לערוך ולנהל את הקבצים והתיקיות שלהם. למשתמשים תהיה גם היכולת לשתף את הקבצים והתיקיות שלהם זה עם זה, ולקבוע רמות שונות של הרשאות גישה.

## 1.2 הסיבות לבחירת הפרויקט

בחרתי לפתח מערכת שיתוף קבצים מכיוון שאני מכיר מוצרים אחרים לשיתוף קבצים ועניין אותי ליצור מוצר דומה וקל לשימוש. בנוסף, רציתי לפתח מוצר שאוכל להשתמש בו ביום יום ולהוסיף לו פונקציונליות ולשפר אותו גם אחרי הגשת הפרויקט.

## 1.3 הגדרת הלקוח

המערכת מיועדת לאנשים פרטיים, תלמידים, אנשי מקצוע וצוותים הזקוקים לאמצעי יעיל ומאובטח לשיתוף קבצים ושיתוף פעולה בפרויקטים. משתמשי היעד יכולים לנוע מתלמידים העובדים על משימות קבוצתיות ועד לאנשי מקצוע העוסקים בעבודת צוות מרחוק או אנשים שרוצים פלטפורמה מרכזית לניהול הקבצים האישיים שלהם.

## 1.4 הגדרת יעדים

שיתוף פעולה בין משתמשים: המערכת תאפשר שיתוף פעולה יעיל על ידי מתן פלטפורמה למשתמשים לשיתוף קבצים, ולעבוד יחד על פרויקטים.

ניהול קבצים משופר: המערכת תציע ממשק ידידותי למשתמש לארגון וניהול קבצים ותיקיות.

שליטה בהרשאות הגישה: למשתמשים תהיה היכולת להגדיר הרשאות גישה לקבצים המשותפים שלהם, מה שיאפשר להם להעניק גישה לקריאה וכתיבה או גישה לקריאה בלבד לחבריהם, מה שמבטיח אבטחת מידע ופרטיות.

## 1.5 בעיות שהפרויקט פותר

מערכת שיתוף הקבצים פותרת את הבעיות הבאות:

* בעיה: יכולות שיתוף פעולה מוגבלות ושיטות שיתוף קבצים לא יעילות.  
  פתרון: המערכת מספקת פלטפורמה מרכזית המייעלת את שיתוף הקבצים, המובילה להגברת שיתוף הפעולה בין משתמשיה.
* בעיה: סיכוני אבטחת נתונים וגישה לא מורשית לקבצים משותפים.  
  פתרון: המערכת משלבת הצפנה, אימות ובקרת גישה, המבטיחים שלמות נתונים וסודיות.
* בעיה: חוסר עדכונים בזמן אמת ונראות לתיקיות משותפות.  
  פתרון: המערכת מאפשרת למשתמשים לקבל התראות ועדכונים בזמן אמת על שינויים שבוצעו על ידי חבריהם, משפרת את שיתוף הפעולה ומעדכנת את המשתמשים.

## 1.6 פתרונות קיימים

[*Dropbox*](https://www.dropbox.com/official-site?_tk=paid_sem_goog_biz_b&_camp=1027825805&_kw=dropbox%7Ce&_ad=630757798489%7C%7Cc&gclid=Cj0KCQiA2-2eBhClARIsAGLQ2Rl04mIGGtSvOCkfZ3cHwBG73dZtj9A0uV3Z7QrSa8PAJjxZJw0vDQsaAszqEALw_wcB)*: מציעה אחסון מאובטח, שיתוף ועריכה של כמה משתמשים על אותו קובץ בו זמנית.*

[*Google Drive*](https://www.google.com/intl/iw_il/drive/)*: מציעה אחסון ושיתוף בענן שמשתלבים עם שירותי גוגל אחרים כמו Gmail ו-Google Docs.*

[*Microsoft OneDrive*](https://www.microsoft.com/en-us/microsoft-365/onedrive/online-cloud-storage)*: מציעה אחסון ושיתוף בענן שמשתלבים עם שירותי Microsoft אחרים.*

*לשלושת מוצרים אלה יש יתרונות כמו עריכה של כמה משתמשים בזמן אמת ושילוב באפליקציות אחרות. לחלק מהאנשים מוצרים אלו מסובכים מדי לעומת FileSpace שמציעה שימוש פשוט ויעיל.*

## 1.7 תיאור מפורט של המערכת ויכולות המשתמש

בכניסה למערכת, הלקוח יכול להתחבר למשתמש או ליצור משתמש חדש.

לכל משתמש במערכת יש תיקייה משלו, אליה הוא יכול להעלות, ליצור ולשנות קבצים ותיקיות בנוסף לפעולות נוספות על קובץ או תיקיה: מחיקה, העתקה, גזירה והדבקה. משתמש יכול לחפש משתמש אחר ולשלוח לו בקשת חברות, אם הוא מאשר הם הופכים לחברים.

משתמש יכול לתת הרשאות כתיבה וקריאה או קריאה בלבד לכל אחד מהחברים שלו. כל משתמש רואה את התיקיות של המשתמשים שמשתפים איתו ואת השינויים שקורים בהן.   
אם למשתמש יש הרשאות קריאה וכתיבה הוא יכול לבצע את כל הפעולות על התיקייה של המשתמש המשתף, ואם יש לו הרשאות קריאה בלבד הוא יכול רק לראות את השינויים שקורים בתיקייה.

## 1.8 ניהול סיכונים

* אבטחת התקשורת: תכננתי להשתמש בהצפנה אסימטרית כדי להעביר מידע בין הצדדים. בפועל, בגלל שאי אפשר להעביר הודעות ארוכות בהצפנה אסימטרית, השתמשתי בהצפנה אסימטרית כדי להעביר את מפתח ההצפנה הסימטרי מהשרת ללקוח, ושאר ההודעות מוצפנות ומפוענחות עם המפתח הסימטרי.
* SQL Injection: תכננתי לבצע אימות קלט משתמש איפה שקולטים מחרוזות שייעשה בהן שימוש בשאילתת SQL. בפועל, הגבלתי את התווים שאפשר לכלול בשם המשתמש והסיסמה.
* שמות לא תקינים לקבצים/תיקיות: תכננתי לבצע אימות קלט ולהציג הודעה מתאימה על המסך אם השם לא תקין, וזה מה שביצעתי בפועל.

## 1.9 פירוט היכולות

### 1.9.1 הרשמה למערכת

מהות: רישום משתמש חדש במערכת – קליטת שם משתמש, סיסמה ואימות סיסמה.  
אוסף יכולות נדרשות:

* ממשק משתמש – מסך הרשמה
* קליטת שם משתמש, סיסמה ואימות סיסמה
* בדיקה שהסיסמה ואימות הסיסמה זהים
* הצפנה
* שליחה לשרת
* בדיקה מול טבלת המשתמשים בשרת שאין עוד משתמש עם אותו השם
* קבלת תשובה מהשרת
* פענוח
* הצגת התשובה בממשק משתמש

אובייקטים נחוצים: ממשק משתמש, הצפנה/פענוח, תקשורת, בסיס נתונים (טבלת המשתמשים).

### 1.9.2 התחברות למערכת

מהות: התחברות משתמש למערכת – קליטת שם משתמש וסיסמה.  
אוסף יכולות נדרשות:

* ממשק משתמש – מסך התחברות
* קליטת שם משתמש וסיסמה
* בדיקה ששם המשתמש והסיסמה לא ריקים
* הצפנה
* שליחה לשרת
* בדיקה ששם המשתמש קיים ושהסיסמה תואמת מול טבלת המשתמשים בשרת
* קבלת תשובה מהשרת
* פענוח
* הצגת התשובה בממשק משתמש

אובייקטים נחוצים: ממשק משתמש, הצפנה/פענוח, תקשורת, בסיס נתונים (טבלת המשתמשים).

### 1.9.3 הצגת התיקייה

מהות: הצגת התיקייה של המשתמש לאחר התחברות.  
אוסף יכולות נדרשות:

* בדיקה שההתחברות צלחה
* הצפנה
* שליחת בקשה לשרת
* בדיקה בשרת אם קיימת תיקייה
* יצירת תיקייה ריקה בשרת אם לא קיימת תיקייה למשתמש
* יצירת אובייקט תיקייה
* סריאליזציה לאובייקט
* קבלת תשובה מהשרת
* פענוח
* דיסריאליזציה לאובייקט
* יצירת תיקייה בלקוח
* הצגת מיקום התיקייה בממשק המשתמש

אובייקטים נחוצים: ממשק משתמש, הצפנה/פענוח, תקשורת, אובייקט תיקייה עם פעולת יצירת התיקייה.

### 1.9.4 עדכון מסך חברים

מהות: הצגת הרשימות המעודכנות של החברים, בקשות החברות וחברים שהמשתמש משתף איתם.  
אוסף יכולות נדרשות:

* הצפנה
* שליחת בקשה לשרת
* אחזור נתונים מהטבלאות מבסיס הנתונים בשרת
* קבלת תשובה מהשרת
* פענוח
* פיצול לרשימות נפרדות
* הצגת הרשימות בממשק המשתמש

אובייקטים נחוצים: ממשק משתמש, הצפנה/פענוח, תקשורת, בסיס נתונים.

### 1.9.5 אתחול מסך שיתופים

מהות: הצגת התיקיות של המשתמשים שמשתפים עם המשתמש.  
אוסף יכולות נדרשות:

* הצפנה
* שליחת בקשה לשרת
* אחזור המשתמשים שמשתפים עם שולח הבקשה מבסיס הנתונים בשרת.
* יצירת אובייקט התיקייה של כל משתף
* סריאליזציה לאובייקט
* קבלת מספר המשתפים
* קבלת תשובה מהשרת לכל משתמש משתף
* פענוח
* דיסריאליזציה לאובייקט של כל משתמש
* בדיקת ההרשאה לתיקייה
* יצירת התיקייה במיקום התואם להרשאה
* הצגת התיקיות בממשק המשתמש

אובייקטים נחוצים: ממשק משתמש, הצפנה/פענוח, תקשורת, בסיס נתונים, אובייקט תיקייה עם פעולת יצירת התיקייה.

### 1.9.6 פעולה על פריט

מהות: פעולה על קובץ או תיקייה ממחשב הלקוח והשרת.  
איסוף יכולות נדרשות:

* בחירת הפעולה על פריט בממשק המשתמש
* ביצוע הפעולה על הפריט
* עדכון המסך בממשק המשתמש
* יצירת הנתיב/ים החל משם התיקייה
* הצפנה
* שליחת שם הפעולה, והנתיבי/ים
* פענוח
* נעילת התהליך
* ביצוע הפעולה בתיקייה בשרת
* שחרור התהליך

אובייקטים נחוצים: ממשק משתמש, הצפנה/פענוח, תקשורת, בסיס נתונים (טבלת המשתמשים).

# 2. מבנה/ ארכיטקטורת הפרויקט

## 2.1 תיאור הארכיטקטורה

### 2.1.1 תיאור מילולי

הפרויקט מחולק לשני חלקים: Front-End (ממשק משתמש) וBack-End (צד השרת). ה-Front-End אחראי על האינטראקציה של המשתמש עם התוכנה ועם מערכת הקבצים במחשב שלו. זה כולל משימות כמו הצגת ממשק המשתמש, קלט משתמש וניהול פעולות על קבצים ישירות על הלקוח. ה-Front-End גם משתמש בתהליכים שרצים ברקע המבצעים משימות כמו ריענון והצגת חברים, בקשות חברות, הרשאות שיתוף וקבלת שינויים בתיקיות משותפות. ה-Back-End אחראי על השגת הנתונים הנחוצים (למשל רשימת החברים, תיקיית המשתמש, רשימת בקשות חברות, שינויים בתיקיות משותפות וכו').

### 2.1.2 שרטוט אינטראקציה של המשתמש עם ממשק המשתמש
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### 2.1.3 שרטוט פעולות שקורות ברקע
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## 2.2 תיאור הטכנולוגיה

* הפרויקט נכתב בשפה Python.
* המערכת עובדת במערכת הפעלה Windows וכדי שהיא תעבוד במערכות הפעלה נוספות, יתכן שיהיה צורך בשינויים בחלק מהקוד.
* נעשה שימוש בפרוטוקול התקשורת TCP מכיוון שהוא מבטיח שכל המידע יגיע מצד לצד.
* נעשה שימוש בהצפנות RSA ו-Fernet.
* נעשה שימוש בתהליכים בשביל לאפשר תקשורת מרובת לקוחות וביצוע פעולות ברקע.

## 2.3 אלגוריתמים מרכזיים

### 2.3.1 אלגוריתם אימות משתמש

אלגוריתם זה מטפל בתהליך ההרשמה וההתחברות של משתמשים למערכת. הוא כולל את השלבים: קליטת פרטי משתמש, אימותם מול ה-Database ומתן גישה לאחר אימות מוצלח. הוא כולל הצפנה של המידע העובר בתקשורת והצפנת הסיסמה.

### 2.3.2 אלגוריתם סנכרון התיקיות

אלגוריתם זה מנהל את הסנכרון של התיקיות בין משתמשים. הוא כולל את השלבים: זיהוי פעולה בתיקייה, העברת המידע לשרת, ביצוע הפעולה במערכת הקבצים בשרת ושליחת הפקודה לביצוע הפעולה במשתמשים המחוברים שיש להם הרשאות לתיקייה.

### 2.3.3 אלגוריתם שליחת בקשת חברות

אלגוריתם זה מטפל בשליחה, וקבלה של בקשות חברות בין משתמשים. הוא כולל שלבים לחיפוש משתמשים אחרים, שליחת בקשות חברות והוספת בקשת החברות ל-Database.

### 2.3.4 אישור בקשת חברות

אלגוריתם זה מטפל באישור/דחיה של בקשת חברות.

### 2.3.5 אלגוריתם ניהול הרשאות

אלגוריתם זה מנהל את ההקצאה והאכיפה של הרשאות קריאה וכתיבה בין משתמשים. הוא כולל שלבים להענקה או ביטול של הרשאות, אימות זכויות גישה למשתמש והגבלת פעולות על סמך רמות הרשאה.

### 2.3.6 אלגוריתם ריענון

אלגוריתם זה מעדכן את נתוני צד הלקוח בהתבסס על המידע שהתקבל מהשרת.  
הוא כולל שלבים לאחזור ועיבוד רשימות משתמשים, חברים, בקשות חברות ושיתופים.  
הוא כולל אחזור נתונים מה-Database, שליחת הנתונים ללקוח ועדכון ממשק המשתמש עם הנתונים החדשים.

### 

## 2.5 תיאור סביבת הפיתוח

הפרויקט פותח ב-PyCharm. במהלך העבודה על הפרויקט השתמשתי בGitHub, שמרתי את הקבצים ב-master branch בrepository שיצרתי בשביל הפרויקט. מתי שסיימתי לכתוב קטעי קוד חשובים או לפני שעברתי לעבוד על הפרויקט ממחשב אחר, עשיתי לקבצים ששיניתי commit ו-push.

## 2.6 תיאור פרוטוקול התקשורת

מבנה ההודעה מורכב משני חלקים: אורך ההודעה המוצפנת המוצפן וההודעה המוצפנת.  
האורך המוצפן תמיד יהיה בגודל 100 בתים מכיוון שבהצפנת Fernet, כאשר מצפינים עד 15 בתים, גודלם המוצפן יהיה 100 בתים, ואורך ההודעה המוצפנת אף פעם לא יהיה מספר בעל יותר מ-15 ספרות.

תהליך קריאת ההודעה: קוראים את 100 הבתים הראשונים, מפענחים אותם ומקבלים את אורך ההודעה המוצפנת. לאחר מכן, מקבלים בלוקים בגודל 4096 בתים של ההודעה המוצפנת בלולאה ומחברים אותם עד שמספר הבתים שהתקבלו שווה לאורך ההודעה המוצפנת. אחרי שהלולאה מסתיימת, מפענחים את כל הבתים שהתקבלו ומקבלים את ההודעה המקורית. ![A picture containing diagram, text, plan, line
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## 2.7 תיאור מסכי המערכת

### LoginWindow 2.7.1

אחראי לקלוט שם משתמש וסיסמה, להציג הודעה מתאימה אם יש בעיה בהתחברות, לנתב למסך ההרשמה אם המשתמש לוחץ על "Sign Up" או לנתב למסך הראשי אם ההתחברות צלחה.

המסך ההתחלתי:
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המסך לאחר הכנסת פרטים שגויים:

### SignupWindow 2.7.2

אחראי לקלוט שם משתמש, סיסמה ואימות סיסמה, להציג הודעה מתאימה אם יש בעיה בהרשמה, לנתב חזרה למסך ההתחברות אם המשתמש לוחץ על הכפתור "Back" או לנתב למסך הראשי אם ההרשמה צלחה.

לאחר הכנסת שם משתמש קיים:
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לאחר הכנסת שתי סיסמאות שונות:

### MainWindow 2.7.3

* My FileSpace Tab: כרטיסייה שמציגה את תכולת תיקיית המשתמש. המשתמש יכול לבצע פעולות על הפריטים באמצעות קליק ימני על הפריט ובחירת הפעולה, להיכנס לתיקיה באמצעות דאבל קליק עליה, לפתוח קובץ באמצעות דאבל קליק עליו או בחירת קובץ או תיקייה להעלות בלחיצה על הכפתורים בצד ימין. אחרי שנכנסים לתיקייה אפשר לצאת ממנה באמצעות כפתור "Back" שמופיע.
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* Friend Tab: כרטיסייה שמאפשרת לחפש משתמשים ולשלוח להם בקשת חברות, מציגה את בקשות החברות ששלחו למשתמש, חברי המשתמש, חברים שהוא משתף איתם עם הרשאות קריאה וכתיבה ו חברים שהוא משתף איתם עם הרשאות קריאה בלבד. המשתמש יכול גם לתת/לשנות/להסיר הרשאות לחברים ולהסיר חברים.
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* Shares Tab: כרטיסייה שמציגה את התיקיות שמשתפים עם המשתמש (מחולקות לפי ההרשאות). המשתמש יכול לבצע על הפריטים שבתוך התיקיות של המשתמשים שיש לו הרשאות קריאה וכתיבה אליהן את כל הפעולות שהוא יכול לבצע על התיקייה שלו. בתיקיות שיש לו אליהן הרשאות קריאה הוא רק יכול לראות את השינויים שמתבצעים.
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בתוך תיקייה של משתמש שמשתף קריאה וכתיבה:

### Screen Flow Diagram 2.7.4
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## 2.8 מבני הנתונים

* Database: לצורך שמירת נתוני היחסים בין המשתמשים השתמשתי בטבלאות בבסיס נתונים MySQL. שם המסד: FileSpace
  + טבלת users:
    - username, VARCHAR(255). דוגמה: "User1"
    - password, VARCHAR(255): הסיסמא המוצפנת. דוגמה: "202cb962ac59075b964b07152d234b70"
    - friends, VARCHAR(4095): comma separated string של החברים של המשתמש. דוגמה: "user1,user2,user3"
    - friend\_requests, VARCHAR(4095): comma separated string של המשתמשים ששלחו בקשת חברות למשתמש. דוגמה: "user4,user5,user6"
  + טבלת users\_sharing:
    - sharing\_user, VARCHAR(255): המשתמש המשתף. דוגמה: "user1"
    - shared\_user, VARCHAR(255): המשתמש שאליו משתפים. דוגמה: "user2"
    - permission, VARCHAR(255): ההרשאה שהמשתף נתן למשותף. (read/read\_write)
* מערכת הקבצים:
  + תיקיית ServerFolder מאחסנת תיקיות בשמות המשתמשים ובהן השרת מבצע שינויים לפריטיהן.
  + תיקיית FS בלקוח:
    - תיקיית Folders: מאחסנת תיקיות בשמות המשתמשים שהתחברו באותו המחשב. תיקיות אלו הן התיקיות הראשיות של כל משתמש.
    - תיקיית Read And Write: מאחסנת תיקיות בשמות המשתמשים ובהן התיקיות של המשתמשים שמשתפים עם המשתמש עם הרשאות כתיבה וקריאה.
    - תיקיית Read Only: מאחסנת תיקיות בשמות המשתמשים ובהן התיקיות של המשתמשים שמשתפים עם המשתמש עם הרשאות כתיבה בלבד.
* waiting\_commands dictionary:
  + מפתח: שם המשתמש שאליו נשלחת הפעולה.
  + ערך: מחרוזת – הפעולה / tuple – הפעולה ומידע של קובץ/תיקייה.

## 2.9 סקירת חולשות ואיומים

* SQL Injection: הגבלתי את התווים שאפשר לכלול בשם המשתמש והסיסמה כך שמשתמש לא יוכל לפגוע בבסיס הנתונים.
* תהליך ההתחברות: קיים אימות מול בסיס הנתונים.
* הצפנה: בתחילת הקשר, השרת והלקוח מייצרים מפתח פרטי ומפתח ציבורי בהצפנת RSA. הם שולחים אחד לשני את המפתח הציבורי שלהם, והשרת שולח מפתח הצפנה Fernet סימטרי ללקוח ובו יעשה שימוש בכל פעולות התקשורת ביניהם.
* העלאת קבצים: התוכן של הקבצים מוצפן בהצפנת Fernet לפני שהם נשמרים בשרת.

# 3 מימוש הפרויקט

## 3.1 מודולים מיובאים

pathlib : מספק פונקציות לעבודה עם נתיבי קבצים וספריות.

cryptography.fernet: מיישם את אלגוריתם ההצפנה של Fernet להצפנת ופענוח נתונים מאובטחים.

rsa: מציע פונקציונליות להצפנת RSA כולל יצירת מפתחות, הצפנה ופענוח.

os: מספק דרך ליצור אינטראקציה עם מערכת ההפעלה, כולל פעולות קבצים וספריות.

shutil: מציע פעולות כמו העתקה, העברה ומחיקת קבצים וספריות.

threading: לאפשר תקשורת מרובת לקוחות וביצוע פעולות ברקע.

pickle.dumps, pickle.loads: סריאליזציה דיסריאליזציה לאובייקטים.

Mysql: מספק ממשק Python לאינטראקציה עם Database של MySQL לצורך שמירת ואחזרת נתונים.

time: מספק מרווחים בין ביצוע הפעולות ברקע.

## 3.2 מחלקות שיצרתי

### File 3.2.1

* תפקיד: מטפל, בפעולות על קבצים.
* תכונות:
* path: הנתיב לקובץ.
* name: שם הקובץ.
* size: גודל הקובץ בבתים.
* rel\_path: הנתיב היחסי של הקובץ (בשימוש במהלך פעולת היצירה).
* Data: הנתונים הבינאריים של הקובץ.
* פעולות:
* create:
* טענת כניסה: parent\_path (אופציונלי) הנתיב ליצירת הקובץ.
* טענת יציאה: יוצרת את הקובץ בנתיב שצוין, מעדכנת אותו אם הוא כבר קיים.

### Folder 3.2.2

* תפקיד: ניהול פעולות על תיקיות ויצירה רקורסיבית של תיקיות ותכניהן.
* תכונות:
* path: הנתיב לתיקייה.
* name: שם התיקייה.
* size: גודל התיקייה בבתים.
* subdirectories: רשימה של אובייקטים Folder משנה בתוך התיקייה.
* files: רשימה של אובייקטים File משנה בתוך התיקייה.
* פעולות:
* create:
* טענת כניסה: parent\_path (אופציונלי) הנתיב ליצירת התיקייה.
* טענת יציאה: יוצרת את התיקייה בנתיב שצוין, מעדכנת אותה אם היא כבר קיימת ומחזירה את אובייקט התיקייה.
* change\_path:
* טענת כניסה: new\_path הנתיב החדש לתיקייה.
* טענת יציאה: משנה את הנתיב של הספרייה, כולל שינוי שם.

### LoginWindow 3.2.3

* תפקיד: מייצרת את חלון ההתחברות של האפליקציה. יורשת מ-QMainWindow ו-Ui\_Login(נוצרה אוטומטית מ-Qt Designer).
* תכונות: עוברות בירושה מ- Ui\_Login
* פעולות:
  + Init:
    - טענת כניסה: self
    - טענת יציאה: מאתחלת את אובייקט ה-LoginWindow, מגדירה את רכיבי ממשק המשתמש, מחברת לחיצות כפתורים לפעולות ומבצעת פעולות התחלתיות על תכונות קיימות.
  + Login:
* טענת כניסה: self
* טענת יציאה: מבצעת את פעולת ההתחברות באמצעות קליטת שם המשתמש והסיסמה משדות הקלט, שליחת בקשת ההתחברות לשרת, קבלת תגובת השרת וטיפול בתגובה בהתאם.
* goto\_signup\_screen:
* טענת כניסה: אין
* מנווטת למסך ההרשמה
* goto\_files:
* טענת כניסה: הנתיב לתיקיית המשתמש
* טענת יציאה: מנווטת למסך האפליקציה הראשי, מעבירה את נתיב תיקיית המשתמש כפרמטר.

### SignupWindow 3.2.4

* תפקיד: מייצרת את חלון ההרשמה של האפליקציה. יורשת מ-QMainWindow ו- Ui\_Signup(נוצרה אוטומטית מ-Qt Designer).
* תכונות: עוברות בירושה מ- Ui\_Signup
* פעולות:
  + Init:
    - טענת כניסה: self
    - טענת יציאה: מאתחלת את אובייקט ה-SignupWindow, מגדירה את רכיבי ממשק המשתמש, מחברת לחיצות כפתורים לפעולות ומבצעת פעולות התחלתיות על תכונות קיימות.
  + signup:
* טענת כניסה: self
* טענת יציאה: מבצעת את פעולת ההרשמה באמצעות קליטת שם המשתמש, סיסמה ואימות סיסמה משדות הקלט, שליחת בקשת ההרשמה לשרת, קבלת תגובת השרת וטיפול בתגובה בהתאם.
* go\_back:
* טענת כניסה: אין.
* טענת יציאה: מנווטת חזרה למסך ההתחברות.
* goto\_files:
* טענת כניסה: הנתיב לתיקיית המשתמש.
* טענת יציאה: מנווטת למסך האפליקציה הראשי, מעבירה את נתיב תיקיית המשתמש כפרמטר.

### MainWindow 3.2.5

* תפקיד: מייצרת את חלון האפליקציה. יורשת מ-QWidget ו- Ui\_MainWindow(נוצרה אוטומטית מ-Qt Designer). מספקת ממשק משתמש לניהול מערכת הקבצים והשיתופים. מעדכנת את השרת על פעולות המשתמש ומקבלת עדכונים מהשרת על שינויים בנתונים.
* תכונות:
* lock: אובייקט של threading. Lock המשמש לסנכרון התהליכים.
* exit: דגל בוליאני המציין אם האפליקציה צריכה לצאת או לא.
* copied\_item\_path: נתיב של הפריט המועתק.
* cut\_item\_path: נתיב של הפריט הנחתך.
* dir\_path: נתיב של תיקיית המשתמש.
* username: שם משתמש המשויך לספרייה.
* read\_write\_path: נתיב של תיקיית הקריאה-כתיבה.
* read\_only\_path: נתיב של תיקיית הקריאה בלבד.
* file\_timestamps: מילון המאחסן חותמות זמן של קבצים.
* directory\_history: רשימה לאחסון היסטוריית ניווט בתיקיית המשתמש.
* read\_write\_directory\_history: רשימה לאחסון היסטוריית ניווט בתיקיית קריאה-כתיבה.
* read\_only\_directory\_history: רשימה לאחסון היסטוריית ניווט בתיקיית קריאה בלבד.
* users: רשימת משתמשים.
* friends: רשימת חברים.
* friend\_requests: רשימת בקשות חברות.
* sharing\_read\_only: רשימה של חברים משותפים לקריאה בלבד.
* sharing\_read\_write: רשימה של חברים משותפים לקריאה-כתיבה.
* shared\_read\_only: רשימת משתמשים ששיתפו את המשתמש עם הרשאת קריאה בלבד.
* shared\_read\_write: רשימת משתמשים ששיתפו את המשתמש עם הרשאות קריאה-כתיבה.
* model: אובייקט QFileSystemModel המייצג את מודל מערכת הקבצים.
* read\_only\_model: אובייקט QFileSystemModel המייצג את מודל מערכת הקבצים לקריאה בלבד.
* read\_write\_model: אובייקט QFileSystemModel המייצג את מודל מערכת הקבצים קריאה-כתיבה.
* watcher: אובייקט QFileSystemWatcher לניטור שינויים בתיקיית המשתמש.
* read\_write\_watcher: אובייקט QFileSystemWatcher לניטור שינויים בתיקיות קריאה-כתיבה.
* פעולות:
* friend\_double\_clicked:
* טענת כניסה: מקבלת פריט נבחר המייצג חבר.
* טענת יציאה: מטפלת בפעולה כאשר חבר נלחץ פעמיים בווידג'ט רשימת החברים ומבצע את הפעולה המתאימה בהתאם לבחירת המשתמש ומעדכנת את השרת.
* share\_friend:
* טענת כניסה: מקבלת שם של חבר לחלוק איתו.
* טענת יציאה: שולחת פקודה לשרת לשתף את תיקיית המשתמש עם ההרשאות שנבחרו לחבר שצוין.
* change\_permission:
  + טענת כניסה: מקבלת את שם המשתמש של חבר ואת ההרשאות הנוכחיות שלו.
  + טענת יציאה: משנה את הרשאות השיתוף של החבר שצוין ומעדכנת את ממשק המשתמש והשרת בהתאם.
* sharing\_to\_double\_clicked:
  + טענת כניסה: מקבלת פריט נבחר המייצג משתמש בווידג'ט באחת מרשימות השיתוף.
  + טענת יציאה: מטפלת בפעולה כאשר משתמש נלחץ פעמיים בווידג'ט רשימת השיתוף ומעדכנת את השרת. (שינוי או הסרת הרשאות)
* remove\_friend:
* טענת כניסה: מקבלת שם של חבר להסרה.
* טענת יציאה: מסירה את החבר שצוין מרשימת החברים ומהווידג'ט של רשימת החברים ומעדכנת את השרת.
* send\_friend\_request:
* טענת כניסה: מקבלת שם של משתמש לשלוח אליו בקשת חברות.
* טענת יציאה: שולחת בקשת חברות למשתמש שצוין ומחזיר את התגובה מהשרת (אישור/כבר נשלח/כבר חבר).
* user\_double\_clicked:
* טענת כניסה: מקבלת פריט נבחר המייצג משתמש בווידג'ט רשימת המשתמשים.
* טענת יציאה: פותחת תיבת הודעה לאישור שליחת בקשת חברות למשתמש הנבחר ושולחת את הבקשה אם היא מאושרת.
* add\_friend:
* טענת כניסה: שם המשתמש להוספה כחבר.
* טענת יציאה: מוסיפה את המשתמש שצוין לרשימת החברים, מעדכנת את הווידג'ט של רשימת החברים על ידי ניקוי והוספה של כל החברים ושולחת פקודה לשרת להוספת החבר.
* remove\_friend\_request:
* טענת כניסה: שם המשתמש שאת בקשת החברות שלו מסירים.
* טענת יציאה: מסירה את שם המשתמש מרשימת בקשות החברים, מעדכנת את הווידג'ט של רשימת בקשות החברים על ידי הסרת שם המשתמש, או מוסיפה פריט ברירת מחדל אם אין בקשות אחרות בווידג'ט. שולחת פקודה לשרת להסיר את בקשת החברות.
* friend\_request\_double\_clicked:
* טענת כניסה: הפריט הנבחר המייצג את בקשת החברות.
* טענת יציאה: מציגה תיבת הודעה ששואלת את המשתמש אם הוא רוצה להוסיף את המשתמש שנבחר כחבר. אם המשתמש בחר להוסיף או לסרב, הבקשה נמחקת, אם הוא בחר להוסיף, המשתמש מתווסף לחברים.
* search\_users:
* טענת כניסה: הטקסט שיש לחפש בשמות מרשימת המשתמשים.
* טענת יציאה: אם טקסט החיפוש ריק, מנקה את הווידג'ט של רשימת תוצאות החיפוש. אחרת, מסננת את רשימת המשתמשים על סמך טקסט החיפוש ומציגה את התוצאות התואמות בווידג'ט רשימת תוצאות החיפוש.
* recursively\_add\_paths:
* טענת כניסה: הנתיב של התיקיה שממנה יש להוסיף את נתיבי קבצים באופן רקורסיבי.
* טענת יציאה: נתיבי הקבצים בתוך נתיב התיקיה שצוין מתווספים באופן רקורסיבי לצופה הקבצים המתאים (או self.watcher או self.read\_write\_watcher), וחותמות הזמן שלהם מאוחסנות במילון file\_timestamps.
* file\_changed:
* טענת כניסה: נתיב הקובץ שנעשה בו שינוי.
* טענת יציאה: אם הקובץ בנתיב שצוין עדיין קיים, חותמת הזמן הנוכחית של הקובץ מושווה עם חותמת הזמן המאוחסנת קודם לכן. אם חותמות הזמן שונות, מה שמציין שהקובץ נערך, נתיב הקובץ והנתונים שלו נשלחים לשרת.
* on\_list\_view\_double\_clicked:
* טענת כניסה: האינדקס של הפריט שנלחץ פעמיים בתיקיית המשתמש.
* טענת יציאה: אם האינדקס מייצג תיקייה, מעדכנת את תצוגת המודל ותצוגת הרשימה כדי להציג את תוכן התיקייה שנלחצה פעמיים. אם האינדקס מייצג קובץ, פותחת את הקובץ.
* on\_read\_write\_list\_view\_double\_clicked:
* טענת כניסה: האינדקס של הפריט שנלחץ פעמיים בתיקיית שיש למשתמש הרשאות קריאה וכתיבה אליה.
* טענת יציאה: אם האינדקס מייצג תיקייה, מעדכנת את תצוגת מודל הקריאה-כתיבה ותצוגת הרשימה כדי להציג את תוכן התיקייה שנלחצה פעמיים. אם האינדקס מייצג קובץ, פותחת את הקובץ.
* on\_read\_only\_list\_view\_double\_clicked:
* טענת כניסה: האינדקס של הפריט שנלחץ פעמיים בתיקיית שיש למשתמש הרשאות קריאה וכתיבה אליה.
* טענת יציאה: אם האינדקס מייצג תיקייה, מעדכנת את תצוגת מודל הקריאה-כתיבה ותצוגת הרשימה כדי להציג את תוכן התיקייה שנלחצה פעמיים. אם האינדקס מייצג קובץ, פותחת את הקובץ.
* create\_context\_menu:
* טענת כניסה: המיקום שבו יש ליצור את תפריט ההקשר. תצוגת הרשימה שבה נוצר תפריט ההקשר.
* טענת יציאה: יוצרת תפריט קליק ימני במיקום שצוין בתצוגת הרשימה הנתונה.
* copy\_item/ cut\_item:
* טענת כניסה: הנתיב של הפריט שנבחר.
* טענת יציאה: שומרת את הנתיב של הפריט לגזירה/העתקה.
* paste\_item:
* טענת כניסה: אין
* טענת יציאה: מדביקה את הפריט שהועתק או חתוך לספרייה הנוכחית ושולחת פקודה לשרת.
* delete\_selected\_item:
* טענת כניסה: הנתיב של הפריט הנבחר.
* טענת יציאה: מוחקת את הפריט שנבחר בנתיב שצוין ושולחת פקודה לשרת.
* create\_new\_file/create\_new\_directory:
* טענת כניסה: אין
* טענת יציאה: יוצרת קובץ/תיקייה חדש/ה בנתיב הנוכחי ושולחת פקודה לשרת.

### ClientThread 3.2.6

* תפקיד: מייצגת thread לטיפול בחיבור לקוח (יורשת מ-threading.thread).
* תכונות:
* mysql\_connection: אובייקט החיבור לMySQL.
* username: שם המשתמש של הלקוח המחובר ל-thread.
* client\_socket: socket הלקוח.
* client\_address: כתובת הלקוח.
* folder\_path: הנתיב לתיקיית הלקוח.
* friends: רשימת חברי הלקוח
* friend\_requests: רשימת בקשות החברות ללקוח.
* lock: מנעול למניעת "התנגשויות" במהלך שינויי הקבצים.
* fernet: אובייקט ה- Fernetלהצפנה ופענוח מול הלקוח.
* פעולות:
* run:
* טענת כניסה: self.
* טענת יציאה: מתחילה את התהליך ומטפלת בחיבור הלקוח.
* handle\_commands:
* טענת כניסה: self.
* טענת יציאה: מטפל בפקודות שמתקבלות מהלקוח.

## 3.3 קטעי קוד של האלגוריתמים המרכזיים

### 3.3.1 קוד אימות משתמש

קליטת פרטי משתמש, אימותם מול ה-Database ומתן גישה לאחר אימות מוצלח. הצפנה של המידע העובר בתקשורת והצפנת הסיסמה.

Client.py:

def login(self):  
 *"""  
 Performs the login operation.  
 Retrieves the username and password from the input fields, sends the login request to the server,  
 receives the server's response, and handles the response accordingly.* ***:return****: None  
 """* username = self.username\_input.text()  
 password = self.password\_input.text()  
 if username == '' or password == '':  
 return  
 # perform login logic here  
 print(f"Username: {username}")  
 print(f"Password: {password}")  
 # Send the username and password to the server for signup  
 msg = f"login {username} {hashlib.md5(password.encode()).hexdigest()}"  
 send\_data(client\_socket, msg)  
  
 # Receive the server's response  
 response = receive\_data(client\_socket)  
  
 # Check the server's response and show an appropriate message  
 if response == "OK":  
 # Welcome message  
 print(f"Login Successful - Welcome, {username}!")  
 send\_data(client\_socket, "download\_folder")  
 dir\_data = receive\_data(client\_socket, return\_bytes=True)  
 folder = loads(dir\_data)  
 my\_folder = folder.create(os.path.join(DIRECTORY, folder.name))  
  
 self.goto\_files(my\_folder.path)  
 elif response == "FAIL":  
 print("Login Failed - Invalid username or password")  
 self.login\_fail\_label.show()  
 else:  
 fail\_label = create\_fail\_label(self, response, QtCore.QRect(150, 260, 285, 18))  
 fail\_label.show()

server.py:

while True:  
 # Receive the command from the client (login or signup)  
 try:  
 data = self.receive\_data(self.client\_socket)  
 print(f"data: {data}")  
 if data is None:  
 raise ValueError  
 except (OSError, InvalidToken, ValueError) as err:  
 print(f"Connection from {self.client\_address} closed")  
 break  
 command = data.split()[0]  
 print(command)  
  
 # Verify the username and password against the MySQL table  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 if command == "login":  
 # Receive the username and password from the client  
 self.username = data.split()[1]  
 password = data.split()[2]  
 print(f"Username: {self.username} | Password: {password}")  
  
 mysql\_cursor.execute("SELECT \* FROM users WHERE username = %s AND password = %s",  
 (self.username, password))  
 result = mysql\_cursor.fetchone()  
 if result:  
 if self.username in connected\_users:  
 self.send\_data(self.client\_socket, "User already connected")  
 else:  
 waiting\_commands[self.username] = []  
 connected\_users.append(self.username)  
 self.send\_data(self.client\_socket, "OK")  
 self.folder\_path = os.path.join(FOLDER, self.username)  
 self.friends = [] if result[3] is None else result[3].split(',')  
 self.friend\_requests = [] if result[4] is None else result[4].split(',')  
 self.handle\_commands(mysql\_connection,  
 mysql\_cursor) # Call a method to handle subsequent commands  
  
 else:  
 self.send\_data(self.client\_socket, "FAIL")

### 3.3.2 קוד סנכרון התיקיות

זיהוי פעולה בתיקייה, העברת המידע לשרת, ביצוע הפעולה במערכת הקבצים בשרת ושליחת הפקודה לביצוע הפעולה במשתמשים המחוברים שיש להם הרשאות לתיקייה. דוגמה של העלאת תיקייה של לקוח 1 ועדכון הפעולה בלקוח 2 בעל הרשאות כתיבה וקריאה:  
client.py1:

def upload\_folder(self, model):  
 *"""  
 Allows the user to select a folder to upload and sends it to the server.* ***:param*** *model: The model representing the file system view.* ***:return****: None  
 """* directory = QtWidgets.QFileDialog.getExistingDirectory(self, "Select Folder to Upload",  
 QtCore.QDir.homePath())  
 parent\_path = model.rootPath()  
 if directory:  
 # Check if a directory is selected  
 if not os.path.isdir(parent\_path):  
 parent\_path = self.dir\_path  
 directory = Directory(directory)  
 new\_dir = directory.create(os.path.join(parent\_path, directory.name))  
 # Refresh the file system view  
 model.setRootPath(model.rootPath())  
 serialized\_dir = dumps(new\_dir)  
 new\_dir\_path = new\_dir.path  
 if FOLDER in new\_dir\_path:  
 relative\_path = os.path.relpath(new\_dir\_path, DIRECTORY)  
 else:  
 relative\_path = os.path.relpath(new\_dir\_path, self.read\_write\_path)  
  
 # Create a thread and start the network operations  
 thread = threading.Thread(target=self.upload\_directory, args=(relative\_path, serialized\_dir,))  
 thread.start()  
  
@staticmethod  
def upload\_directory(relative\_path, serialized\_dir):  
 *"""  
 Uploads a directory to the server.* ***:param*** *relative\_path: The relative path of the directory.* ***:param*** *serialized\_dir: The serialized representation of the directory.* ***:return****: None  
 """* send\_data(client\_socket, f"upload\_dir ||{relative\_path}")  
 send\_data(client\_socket, serialized\_dir, send\_bytes=True)

Server.py:

elif data.startswith("upload\_dir"):  
 serialized\_dir = self.receive\_data(self.client\_socket, return\_bytes=True)  
 directory = loads(serialized\_dir)  
 rel\_path = data.split("||")[1].strip() # Extract the relative path  
 location = os.path.join(FOLDER, rel\_path) # Create the target location  
 with self.lock:  
 directory.create(location) # Create the directory at the target location  
 print(f"Folder {location} uploaded")  
 modified\_folder = pathlib.Path(rel\_path).parts[0] # Get the modified folder name from the relative path  
 update\_command((data, serialized\_dir), self.username,  
 modified\_folder) # Add the command to waiting\_commands

client.py2:

receive\_commands\_thread = threading.Thread(target=self.handle\_waiting\_commands)  
receive\_commands\_thread.start()

def handle\_waiting\_commands(self):  
 *"""  
 Handles waiting commands by continuously receiving and processing commands.* ***:returns****: None  
 """* while not self.exit:  
 self.receive\_commands()  
 time.sleep(REFRESH\_FREQUENCY)  
  
def receive\_commands(self):  
 *"""  
 Receives and processes current user's waiting commands from the server.* ***:returns****: None  
 """* try:  
 with self.lock:  
 send\_data(client\_socket, "request\_commands")  
 serialized\_commands = receive\_data(client\_socket, return\_bytes=True)  
 commands = loads(serialized\_commands)  
 print(commands)  
 self.read\_write\_watcher.blockSignals(True)  
 self.watcher.blockSignals(True)  
 for command in commands:  
 if type(command) is tuple:  
 if command[0].startswith("upload\_dir"):  
 rel\_path = command[0].split("||")[-1].strip() # Extract the relative path  
 serialized\_dir = command[1]  
 directory = loads(serialized\_dir)  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 location = os.path.join(DIRECTORY, rel\_path) # If the modified folder is owned by  
 # the user, use the user's main directory  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 location = os.path.join(self.read\_write\_path, rel\_path) # If the modified folder  
 # is in the shared read-write list, use the read-write path  
 else:  
 location = os.path.join(self.read\_only\_path, rel\_path) # Otherwise, use the  
 # read-only path  
 directory.create(location) # Create the directory at the specified location

### 3.3.3 קוד ניהול הרשאות

להענקה או ביטול של הרשאות, אימות זכויות גישה למשתמש והגבלת פעולות על סמך רמות הרשאה.

Client.py:

def friend\_double\_clicked(self, item):  
 *"""  
 Handles the action when a friend is double-clicked in the friend list widget.* ***:param*** *item: The selected item representing the friend.* ***:return****: None  
 """* friend\_name = item.text()  
 if friend\_name == NO\_FRIENDS:  
 return  
 # Create a dialog box  
 dialog = QMessageBox()  
 dialog.setWindowTitle("Friend Details")  
 dialog.setText(f"Friend: {friend\_name}")  
  
 # Add share and remove buttons  
 share\_button = dialog.addButton("Share", QMessageBox.ActionRole)  
 remove\_button = dialog.addButton("Remove Friend", QMessageBox.ActionRole)  
  
 # Add a cancel button  
 cancel\_button = dialog.addButton(QMessageBox.Cancel)  
  
 # Disable the default OK button  
 dialog.setDefaultButton(cancel\_button)  
  
 # Execute the dialog and handle the button clicked event  
 dialog.exec\_()  
  
 clicked\_button = dialog.clickedButton()  
 if clicked\_button == share\_button:  
 # Share button clicked, call self.share\_friend  
 self.share\_friend(friend\_name)  
 elif clicked\_button == remove\_button:  
 # Remove friend button clicked, call self.remove\_friend  
 self.remove\_friend(friend\_name)  
 elif clicked\_button == cancel\_button:  
 # Cancel button clicked, do nothing or perform any required cleanup  
 print("Canceled")  
  
def share\_friend(self, friend\_name):  
 *"""  
 Send the server a command to share the user's directory with the selected permissions to a friend.* ***:param*** *friend\_name: The name of the friend to share to.* ***:return****: None  
 """* # Create a Directory object to be shared  
 directory = Directory(self.dir\_path)  
 if friend\_name in self.sharing\_read\_write:  
 self.change\_permission(friend\_name, "read\_write")  
 return  
 elif friend\_name in self.sharing\_read\_only:  
 self.change\_permission(friend\_name, "read")  
 return  
 # Show a pop-up message box to ask for permissions  
 message\_box = QMessageBox()  
 message\_box.setWindowTitle("Permission Selection")  
 message\_box.setText(f"What permissions would you like to give {friend\_name}?")  
  
 # Add buttons for read, write, and cancel options  
 read\_button = QPushButton("Read Only")  
 write\_button = QPushButton("Read And Write")  
 cancel\_button = QPushButton("Cancel")  
 message\_box.addButton(read\_button, QMessageBox.ButtonRole.AcceptRole)  
 message\_box.addButton(write\_button, QMessageBox.ButtonRole.AcceptRole)  
 message\_box.addButton(cancel\_button, QMessageBox.ButtonRole.RejectRole)  
 message\_box.setDefaultButton(cancel\_button)  
 # Execute the message box and get the selected button  
 clicked\_button = message\_box.exec\_()  
 # Process the selected button  
 if clicked\_button == 0:  
 print(f"Sharing read-only with friend: {friend\_name}")  
 self.sharing\_read\_only.append(friend\_name)  
 self.sharing\_read\_only\_list\_widget.clear()  
 self.sharing\_read\_only\_list\_widget.addItems(self.sharing\_read\_only)  
 send\_data(client\_socket, f"share||{friend\_name}||read")  
 send\_data(client\_socket, dumps(directory), send\_bytes=True)  
 elif clicked\_button == 1:  
 print(f"Sharing read-write with friend: {friend\_name}")  
 self.sharing\_read\_write.append(friend\_name)  
 self.sharing\_read\_write\_list\_widget.clear()  
 self.sharing\_read\_write\_list\_widget.addItems(self.sharing\_read\_write)  
 send\_data(client\_socket, f"share||{friend\_name}||read\_write")  
 send\_data(client\_socket, dumps(directory), send\_bytes=True)  
  
 else:  
 print("Share canceled")  
  
def change\_permission(self, shared\_user, current\_perm):  
 *"""  
 Changes the sharing permissions for a friend.* ***:param*** *shared\_user: The username of the friend.* ***:param*** *current\_perm: The current permissions of the friend.* ***:return****: None  
 """* message\_box = QMessageBox()  
 message\_box.setWindowTitle("Change Permission")  
 message\_box.setText(f"{shared\_user} currently has {current\_perm} permissions.\nWould you like to change them?")  
 if current\_perm == "read\_write":  
 # Add buttons for read, write, and cancel options  
 read\_button = QPushButton("Read Only")  
 message\_box.addButton(read\_button, QMessageBox.ButtonRole.AcceptRole)  
 elif current\_perm == "read":  
 write\_button = QPushButton("Read And Write")  
 message\_box.addButton(write\_button, QMessageBox.ButtonRole.AcceptRole)  
 remove\_perms\_button = QPushButton("Remove Permissions")  
 cancel\_button = QPushButton("Cancel")  
 message\_box.addButton(remove\_perms\_button, QMessageBox.ButtonRole.RejectRole)  
 message\_box.addButton(cancel\_button, QMessageBox.ButtonRole.RejectRole)  
 message\_box.setDefaultButton(cancel\_button)  
 # Execute the message box and get the selected button  
 clicked\_button = message\_box.exec\_()  
 if clicked\_button == 0:  
 if current\_perm == "read\_write":  
 self.sharing\_read\_write\_list\_widget.takeItem(self.sharing\_read\_write.index(shared\_user))  
 self.sharing\_read\_write.remove(shared\_user)  
 self.sharing\_read\_only.append(shared\_user)  
 self.sharing\_read\_only\_list\_widget.addItem(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||read")  
 print(f"Changed {shared\_user}'s permissions from read and write to read only")  
 else:  
 self.sharing\_read\_only\_list\_widget.takeItem(self.sharing\_read\_only.index(shared\_user))  
 self.sharing\_read\_only.remove(shared\_user)  
 self.sharing\_read\_write.append(shared\_user)  
 self.sharing\_read\_write\_list\_widget.addItem(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||read\_write")  
 print(f"Changed {shared\_user}'s permissions from read only to read and write")  
  
 elif clicked\_button == 1:  
 if current\_perm == "read\_write":  
 self.sharing\_read\_write\_list\_widget.takeItem(self.sharing\_read\_write.index(shared\_user))  
 self.sharing\_read\_write.remove(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||remove")  
 print(f"Removed permissions for {shared\_user}")  
 else:  
 self.sharing\_read\_only\_list\_widget.takeItem(self.sharing\_read\_only.index(shared\_user))  
 self.sharing\_read\_only.remove(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||remove")  
 print(f"Removed permissions for {shared\_user}")  
  
def sharing\_to\_double\_clicked(self, item):  
 *"""  
 Handles the action when a user is double-clicked in the sharing list widget.* ***:param*** *item: The selected item representing the user.* ***:return****: None  
 """* user = item.text()  
 if user in self.sharing\_read\_write:  
 self.change\_permission(user, "read\_write")  
 else:  
 self.change\_permission(user, "read")

server.py:

elif data.startswith("share"):  
 shared\_user = data.split("||")[1]  
 permissions = data.split("||")[2]  
 if shared\_user in get\_users\_user\_is\_sharing\_with(self.username):  
 remove\_row(self.username, shared\_user)  
 else: # user doesn't have the shared folder yet   
 serialized\_dir = self.receive\_data(self.client\_socket, return\_bytes=True)  
 add\_to\_waiting\_commands([shared\_user], (data, serialized\_dir))  
 if permissions != "remove":  
 insert\_user\_sharing(self.username, shared\_user, permissions)  
 print(f"{self.username} has shared his folder with {shared\_user} with {permissions} permissions")  
 print(f"{self.username} is currently sharing to {get\_users\_user\_is\_sharing\_with(self.username)}")

אם ההרשאה ניתנה למשתמש שלא הייתה לו כבר הרשאה:

Client.py2

elif command[0].startswith("share"):  
 permissions = command[0].split("||")[2]  
 serialized\_dir = command[1]  
 directory = loads(serialized\_dir)  
 if permissions == "read":  
 dir\_path = os.path.join(self.read\_only\_path, directory.name)  
 elif permissions == "read\_write":  
 dir\_path = os.path.join(self.read\_write\_path, directory.name)  
 directory.create(dir\_path)

### 3.3.4 קוד ריענון

אחזור ועיבוד רשימות משתמשים, חברים, בקשות חברות ושיתופים.  
אחזור נתונים מה-Database, שליחת הנתונים ללקוח ועדכון ממשק המשתמש עם הנתונים החדשים.  
client.py:

refreshes\_thread = threading.Thread(target=self.handle\_refreshes)  
refreshes\_thread.start()

def handle\_refreshes(self):  
 *"""  
 Handles periodic refreshes by triggering the refresh operation.* ***:returns****: None  
 """* while not self.exit:  
 self.refresh()  
 time.sleep(REFRESH\_FREQUENCY)

def refresh(self):  
 *"""  
 Refreshes the state of the file sharing application by updating the data based on the received information.* ***:returns****: None* ***:raises*** *OSError: If an error occurs during the refresh process.  
 """* try:  
 with self.lock:  
 send\_data(client\_socket, "refresh")  
 data = receive\_data(client\_socket)  
 print(data)  
 self.users = data.split('||')[0].split(',')  
 self.users.remove(os.path.basename(self.dir\_path))  
 friends = data.split('||')[1].split(',')  
 friend\_requests = data.split('||')[2].split(',')  
 sharing\_read = data.split('||')[3].split(',')  
 sharing\_rw = data.split('||')[4].split(',')  
 self.sharing\_read\_only = sharing\_read if sharing\_read != [''] else []  
 self.sharing\_read\_write = sharing\_rw if sharing\_rw != [''] else []  
 shared\_read = data.split('||')[5].split(',')  
 shared\_rw = data.split('||')[6].split(',')  
 self.shared\_read\_only = shared\_read if shared\_read != [''] else []  
 self.shared\_read\_write = shared\_rw if shared\_rw != [''] else []  
 self.friends = friends if friends[0] else []  
 self.friend\_requests = friend\_requests if friend\_requests[0] else []  
 self.friends\_list\_widget.clear()  
 if not self.friends:  
 self.friends\_list\_widget.addItem(NO\_FRIENDS)  
 else:  
 self.friends\_list\_widget.addItems(self.friends)  
 self.friend\_requests\_list\_widget.clear()  
 if not self.friend\_requests:  
 self.friend\_requests\_list\_widget.addItem(NO\_FRIEND\_REQUESTS)  
 else:  
 self.friend\_requests\_list\_widget.addItems(self.friend\_requests)  
 self.sharing\_read\_write\_list\_widget.clear()  
 if self.sharing\_read\_write:  
 self.sharing\_read\_write\_list\_widget.addItems(self.sharing\_read\_write)  
 self.sharing\_read\_only\_list\_widget.clear()  
 if self.sharing\_read\_only:  
 self.sharing\_read\_only\_list\_widget.addItems(self.sharing\_read\_only)  
 for folder in os.listdir(self.read\_write\_path):  
 if folder in self.shared\_read\_only:  
 f = Directory(os.path.join(self.read\_write\_path, folder))  
 f.change\_path(os.path.join(self.read\_only\_path, folder))  
 elif folder not in self.shared\_read\_write:  
 shutil.rmtree(os.path.join(self.read\_write\_path, folder))  
 for folder in os.listdir(self.read\_only\_path):  
 if folder in self.shared\_read\_write:  
 f = Directory(os.path.join(self.read\_only\_path, folder))  
 f.change\_path(os.path.join(self.read\_write\_path, folder))  
 elif folder not in self.shared\_read\_only:  
 shutil.rmtree(os.path.join(self.read\_only\_path, folder))  
 except OSError:  
 self.exit = True

Server.py:

elif data.startswith("refresh"):  
 with self.lock:  
 try:  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 # Execute the query to fetch the updated user list  
 mysql\_cursor.execute("SELECT username FROM users")  
 # Fetch all the usernames from the result  
 rows = mysql\_cursor.fetchall()  
 updated\_users = ','.join([row[0] for row in rows])  
 mysql\_cursor.execute("SELECT friends, friend\_requests FROM users WHERE username = %s",  
 (self.username,))  
 row = mysql\_cursor.fetchone()  
 self.friends = [] if row[0] is None else row[0].split(',')  
 print(f"{self.username} friends: {self.friends}")  
 self.friend\_requests = [] if row[1] is None else row[1].split(',')  
 print(f"{self.username} friend requests: {self.friend\_requests}")  
 friends = ','.join(self.friends)  
 friend\_requests = ','.join(self.friend\_requests)  
 sharing\_read\_only = ','.join(get\_sharing\_read\_only(self.username))  
 sharing\_read\_write = ','.join(get\_sharing\_read\_write(self.username))  
 shared\_read\_only = ','.join(get\_shared\_read\_only(self.username))  
 shared\_read\_write = ','.join(get\_shared\_read\_write(self.username))  
 message = f"{updated\_users}||{friends}||{friend\_requests}||{sharing\_read\_only}||" \  
 f"{sharing\_read\_write}||{shared\_read\_only}||{shared\_read\_write}"  
 self.send\_data(self.client\_socket, message)  
 except Exception as error:  
 print(error, Exception)

# 4 מדריך למשתמש

## 4.1 קבצי הפרויקט

תיקייה כללית FileSpace:

* client.py
* client\_thread.py
* file\_classes.py
* login\_window.py
* main\_window.py
* server.py
* signup\_window.py
* תיקיית FS (לקוח)
  + Folders מכילה את תיקיות המשתמשים.
  + תיקיית Read And Write: מאחסנת תיקיות בשמות המשתמשים ובהן התיקיות של המשתמשים שמשתפים עם המשתמש עם הרשאות כתיבה וקריאה.
  + תיקיית Read Only: מאחסנת תיקיות בשמות המשתמשים ובהן התיקיות של המשתמשים שמשתפים עם המשתמש עם הרשאות כתיבה בלבד.
* תיקיית ServerFolder: מאחסנת את תיקיות המשתמשים בשרת.

## 4.2 התקנת המערכת

דרושה סביבת Python וחיבור לאינטרנט כדי להריץ את המערכת. במחשב השרת דרושים הקבצים file\_classes.py ,server.py ו- client\_thread.py. במחשב הלקוח דרושים הקבצים client.py, file\_classes.py, login\_window.py, signup\_window.py, main\_window.py. בנוסף, צריךFileSpace Database של MySQL בשרת ולעדכן את הקונפיגורציה בserver.py-ו-client\_thread.py.

## 4.3 משתמשי המערכת

* מנהל המערכת: מפעיל את המערכת ע"י הרצת server.py.
* משתמש קצה: צריך להכניס את ה-IP של השרת ל- client.py ולהריץ את הקובץ.

לאחר הרצת client.py יופיע המסך ההתחלתי. כדי ליצור משתמש יש ללחוץ על "Sign Up":
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לאחר מכן, המסך ישתנה למסך ההרשמה ההתחלתי:
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לאחר הרשמה או התחברות מוצלחת יופיע המסך הראשי של האפליקציה. כרטיסיית "My FileSpace": בכרטיסייה זו אפשר לבצע את הפעולות על תיקיית המשתמש.  
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כרטיסיית "Shares": בכרטיסייה זו אפשר לראות את התיקיות המשותפות עם המשתמש והשינויים שקורים בהן ולבצע עליהן פעולות אם הן תחת "Read And Write".![](data:image/png;base64,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)

# 5 רפלקציה

* דרך העבודה על הפרויקט הצלחתי להבין יותר לעומק נושאים שלמדנו כמו threading, SQL, יצירת ממשק משתמש, תכנות מונחה עצמים, תקשורת מרובת לקוחות והצפנה.
* היה לי מאתגר להבין איך לקבל עדכונים בלקוח על פעולות שמתרחשות בלקוח אחר כמו שינוי בקובץ, שליחת בקשת חברות, שינוי בהרשאות וכו'. פתרתי את זה בעזרת תהליך שרץ במקביל לתהליך הראשי שבו רץ ה-GUI.
* בהתחלה היה לי קושי ביצירת הGUI בעזרת Tkinter, אז החלפתי ל-PyQt ועיצבתי את ה-GUI דרך Qt Designer וכך חסכתי לעצמי הרבה זמן.
* למדתי איך לכתוב קוד פרויקט בצורה מסודרת יותר ויעילה יותר.
* אם היה לי עוד זמן, הייתי מוסיף אפשרות לחיפוש קבצים/תיקיות, אפשרות לשתף פריטים בודדים ומערכת התראות/הודעות.
* בראייה לאחור, הייתי צריך להתחיל את הפרויקט מוקדם יותר מכיוון שאם היה לי עוד זמן הייתי רוצה לשפר את הקוד ואת ספר הפרויקט.
* במהלך הלמידה במגמה למדתי המון על תכנות בנושאים כמו הגנת סייבר, תכנות מונחה עצמים, הצפנות, יצירת ממשק משתמש, תקשורת מרובת לקוחות וכו', ואני שמח מאוד שלמדתי במגמה זו כי קיבלתי כלים להמשך הלמידה בתחום המחשבים.

# 6 קוד הפרויקט

## server.py 6.1

import socket  
import mysql  
import mysql.connector  
  
from client\_thread import ClientThread  
  
host = "0.0.0.0" # Host IP address where the server will be running  
port = 8080 # Port num to bind the server socket  
  
# Define the MySQL database connection parameters  
database\_config = {  
 "host": "localhost",  
 "user": "root",  
 "password": "OC8305",  
 "database": "FileSpace"  
}  
  
create\_users\_table\_query = """  
CREATE TABLE IF NOT EXISTS users (  
 id INT AUTO\_INCREMENT PRIMARY KEY,  
 username VARCHAR(255),  
 password VARCHAR(255),  
 friends VARCHAR(4095),  
 friend\_requests VARCHAR(4095)  
 )  
"""  
create\_shares\_table\_query = """  
CREATE TABLE IF NOT EXISTS users\_sharing (  
 id INT PRIMARY KEY AUTO\_INCREMENT,  
 sharing\_user VARCHAR(255),  
 shared\_user VARCHAR(255),  
 permission ENUM('read', 'read\_write')  
)  
"""  
  
  
def main():  
 # Create the MySQL table if it doesn't exist  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 try:  
 mysql\_cursor.execute(create\_users\_table\_query)  
 mysql\_cursor.execute(create\_shares\_table\_query)  
 mysql\_connection.commit()  
 except mysql.connector.Error as error:  
 print(f"Error creating MySQL table: {error}")  
 finally:  
 mysql\_cursor.close()  
 mysql\_connection.close()  
  
 # Create a new server socket  
 server\_socket = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
  
 # Bind the server socket to the host and port  
 server\_socket.bind((host, port))  
  
 # Start listening for incoming connections  
 server\_socket.listen()  
  
 print(f"Server listening on {host}:{port}")  
  
 while True:  
 # Accept incoming connections and start a new thread for each client  
 try:  
 client\_socket, client\_address = server\_socket.accept()  
  
 client\_thread = ClientThread(client\_socket, client\_address)  
 client\_thread.start()  
  
 except ConnectionError as err:  
 print(err)  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 main()

## client\_thread.py 6.2

import pathlib  
from cryptography.fernet import Fernet, InvalidToken  
import rsa  
import os  
import shutil  
import threading  
from pickle import dumps, loads  
import mysql  
from file\_classes import Directory  
  
FOLDER = "./ServerFolder"  
CHUNK\_SIZE = 4096  
HEADER\_SIZE = 10  
public\_key, private\_key = rsa.newkeys(1024)  
waiting\_commands = {}  
connected\_users = []  
  
database\_config = {  
 "host": "localhost",  
 "user": "root",  
 "password": "OC8305",  
 "database": "FileSpace"  
}  
  
  
class ClientThread(threading.Thread):  
 SYMMETRIC\_KEY = Fernet.generate\_key()  
  
 def \_\_init\_\_(self, client\_socket, client\_address):  
 *"""  
 Represents a thread for handling client connections.* ***:param*** *client\_socket: The client socket for communication.* ***:param*** *client\_address: The address of the client.  
 """* super().\_\_init\_\_()  
 self.mysql\_connection = None  
 self.username = None  
 self.client\_socket = client\_socket  
 self.client\_address = client\_address  
 self.folder\_path = None  
 self.friends = []  
 self.friend\_requests = []  
 self.lock = threading.Lock()  
 self.fernet = Fernet(self.SYMMETRIC\_KEY)  
  
 def run(self):  
 *"""  
 Starts the client thread and handles the client connection.* ***:return****: None  
 """* mysql\_cursor = None  
 mysql\_connection = None  
 print(f"Connection from {self.client\_address}")  
 self.client\_socket.send(public\_key.save\_pkcs1("PEM"))  
 public\_partner = rsa.PublicKey.load\_pkcs1(self.client\_socket.recv(1024))  
 # Encrypt the symmetric key using the client's public key  
 encrypted\_symmetric\_key = rsa.encrypt(self.SYMMETRIC\_KEY, public\_partner)  
 # Send the encrypted symmetric key to the client  
 self.client\_socket.send(encrypted\_symmetric\_key)  
 try:  
 while True:  
 # Receive the command from the client (login or signup)  
 try:  
 data = self.receive\_data(self.client\_socket)  
 print(f"data: {data}")  
 if data is None:  
 raise ValueError  
 except (OSError, InvalidToken, ValueError):  
 print(f"Connection from {self.client\_address} closed")  
 break  
 command = data.split()[0]  
 print(command)  
  
 # Verify the username and password against the MySQL table  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 if command == "login":  
 # Receive the username and password from the client  
 self.username = data.split()[1]  
 password = data.split()[2]  
 print(f"Username: {self.username} | Password: {password}")  
  
 mysql\_cursor.execute("SELECT \* FROM users WHERE username = %s AND password = %s",  
 (self.username, password))  
 result = mysql\_cursor.fetchone()  
 if result:  
 if self.username in connected\_users:  
 self.send\_data(self.client\_socket, "User already connected")  
 else:  
 waiting\_commands[self.username] = []  
 connected\_users.append(self.username)  
 self.send\_data(self.client\_socket, "OK")  
 self.folder\_path = os.path.join(FOLDER, self.username)  
 self.friends = [] if result[3] is None else result[3].split(',')  
 self.friend\_requests = [] if result[4] is None else result[4].split(',')  
 self.handle\_commands(mysql\_connection,  
 mysql\_cursor) # Call a method to handle subsequent commands  
  
 else:  
 self.send\_data(self.client\_socket, "FAIL")  
 elif command == "signup":  
 # Receive the username and password from the client  
 self.username = data.split()[1]  
 password = data.split()[2]  
 print(f"Username: {self.username} | Password: {password}")  
 # Check if the username already exists in the table  
 mysql\_cursor.execute("SELECT \* FROM users WHERE username = %s", (self.username,))  
 result = mysql\_cursor.fetchone()  
 if result:  
 self.send\_data(self.client\_socket, "FAIL")  
 else:  
 connected\_users.append(self.username)  
 mysql\_cursor.execute("INSERT INTO users (username, password) VALUES (%s, %s)",  
 (self.username, password))  
 mysql\_connection.commit()  
 self.folder\_path = os.path.join(FOLDER, self.username)  
 os.makedirs(self.folder\_path)  
 self.send\_data(self.client\_socket, "OK")  
 self.handle\_commands(mysql\_connection,  
 mysql\_cursor) # Call a method to handle subsequent commands  
 except InvalidToken:  
 # Close the MySQL connection and client socket  
 if mysql\_cursor is not None:  
 mysql\_cursor.close()  
 if mysql\_connection is not None:  
 mysql\_connection.close()  
 self.client\_socket.close()  
  
 connected\_users.remove(self.username)  
 print(f"Connection from {self.client\_address} closed")  
  
 def handle\_commands(self, mysql\_connection, mysql\_cursor):  
 *"""  
 Handles subsequent commands received from the client.* ***:param*** *mysql\_connection: The MySQL connection object.* ***:param*** *mysql\_cursor: The MySQL cursor object.* ***:return****: None  
 """* while True:  
 # Receive the command from the client  
 try:  
 data = self.receive\_data(self.client\_socket)  
 print(data)  
 except (InvalidToken, ConnectionError):  
 self.client\_socket.close()  
 connected\_users.remove(self.username)  
 print(f"Connection from {self.client\_address} closed")  
 break  
  
 if not data:  
 break # Exit the loop if no more data is received  
  
 if data.startswith("download\_folder"):  
 try:  
 folder = Directory(self.folder\_path)  
 except FileNotFoundError:  
 os.makedirs(self.folder\_path)  
 folder = Directory(self.folder\_path)  
 serialized\_dir = dumps(folder)  
 self.send\_data(self.client\_socket, serialized\_dir, send\_bytes=True)  
 print(f"Sent {folder.path} to {self.username}")  
 elif data.startswith("get\_shared\_folders"):  
 self.send\_data(self.client\_socket, str(len(get\_users\_sharing\_with\_user(self.username))))  
 for user in get\_users\_sharing\_with\_user(self.username):  
 print(f"sending {user} to {self.username}")  
 folder = Directory(os.path.join(FOLDER, user))  
 serialized\_dir = dumps(folder)  
 self.send\_data(self.client\_socket, serialized\_dir, send\_bytes=True)  
 elif data.startswith("delete\_item"):  
 rel\_path = data.split("||")[1].strip()  
 item\_path = os.path.join(FOLDER, rel\_path)  
 with self.lock:  
 delete\_item(item\_path)  
 print(f"Deleted {item\_path}")  
 modified\_folder = pathlib.Path(rel\_path).parts[0]  
 update\_command(data, self.username, modified\_folder)  
 elif data.startswith("rename\_item"):  
 rel\_path = data.split("||")[1].strip()  
 item\_path = os.path.join(FOLDER, rel\_path)  
 new\_name = data.split("||")[-1].strip()  
 with self.lock:  
 rename\_item(item\_path, new\_name)  
 print(f"Renamed {item\_path} to {new\_name}")  
 modified\_folder = pathlib.Path(rel\_path).parts[0]  
 update\_command(data, self.username, modified\_folder)  
 elif data.startswith("create\_file"):  
 rel\_path = data.split("||")[1].strip()  
 new\_file\_path = os.path.join(FOLDER, rel\_path)  
 if os.path.exists(new\_file\_path):  
 return  
 with self.lock:  
 # Create the new file  
 with open(new\_file\_path, 'w'):  
 pass # Do nothing, just create an empty file  
 print(f"File {new\_file\_path} created")  
 modified\_folder = pathlib.Path(rel\_path).parts[0]  
 update\_command(data, self.username, modified\_folder)  
 elif data.startswith("create\_folder"):  
 rel\_path = data.split("||")[1].strip()  
 new\_dir\_path = os.path.join(FOLDER, rel\_path)  
 os.makedirs(new\_dir\_path, exist\_ok=True)  
 print(f"Folder {new\_dir\_path} created")  
 modified\_folder = pathlib.Path(rel\_path).parts[0]  
 update\_command(data, self.username, modified\_folder)  
 elif data.startswith("upload\_dir"):  
 serialized\_dir = self.receive\_data(self.client\_socket, return\_bytes=True)  
 directory = loads(serialized\_dir)  
 rel\_path = data.split("||")[1].strip() # Extract the relative path  
 location = os.path.join(FOLDER, rel\_path) # Create the target location  
 with self.lock:  
 directory.create(location) # Create the directory at the target location  
 print(f"Folder {location} uploaded")  
 modified\_folder = pathlib.Path(rel\_path).parts[0] # Get the modified folder name from the relative path  
 update\_command((data, serialized\_dir), self.username,  
 modified\_folder) # Add the command to waiting\_commands  
 elif data.startswith("upload\_file"):  
 serialized\_file = self.receive\_data(self.client\_socket, return\_bytes=True)  
 file = loads(serialized\_file)  
 rel\_path = data.split("||")[1].strip()  
 file\_path = os.path.join(FOLDER, rel\_path)  
 with self.lock:  
 file.create(file\_path)  
 print(f"File {file\_path} uploaded")  
 modified\_folder = pathlib.Path(rel\_path).parts[0]  
 update\_command((data, serialized\_file), self.username, modified\_folder)  
 elif data.startswith("copy"):  
 rel\_copied\_item\_path = data.split("||")[1]  
 rel\_destination\_path = data.split("||")[2]  
 copied\_item\_path = os.path.join(FOLDER, rel\_copied\_item\_path)  
 destination\_path = os.path.join(FOLDER, rel\_destination\_path)  
 with self.lock:  
 # Copy the file or folder  
 if os.path.isfile(copied\_item\_path):  
 try:  
 # Copy a file  
 shutil.copy2(copied\_item\_path, destination\_path)  
 print(f"Copied file {copied\_item\_path} to {destination\_path}")  
 except shutil.SameFileError:  
 pass  
 elif os.path.isdir(copied\_item\_path):  
 try:  
 # Copy a folder  
 shutil.copytree(copied\_item\_path,  
 os.path.join(destination\_path, os.path.basename(copied\_item\_path)))  
 print(f"Copied folder {copied\_item\_path} to {destination\_path}")  
 except FileExistsError:  
 pass  
 modified\_folder = pathlib.Path(rel\_copied\_item\_path).parts[0]  
 update\_command(data, self.username, modified\_folder)  
 elif data.startswith("move"):  
 rel\_cut\_item\_path = data.split("||")[1]  
 rel\_destination\_path = data.split("||")[2]  
 cut\_item\_path = os.path.join(FOLDER, rel\_cut\_item\_path)  
 destination\_path = os.path.join(FOLDER, rel\_destination\_path)  
 with self.lock:  
 try:  
 # Move the file or folder  
 shutil.move(cut\_item\_path, destination\_path)  
 print(f"Moved {cut\_item\_path} to {destination\_path}")  
 except shutil.Error:  
 pass  
 modified\_folder = pathlib.Path(rel\_cut\_item\_path).parts[0]  
 update\_command(data, self.username, modified\_folder)  
 elif data.startswith("file\_edit"):  
 rel\_path = data.split("||")[1]  
 file\_path = os.path.join(FOLDER, rel\_path)  
 file\_data = self.receive\_data(self.client\_socket, return\_bytes=True)  
 # Acquire the lock before opening the file and writing to it  
 with self.lock:  
 with open(file\_path, "wb") as f:  
 f.write(file\_data)  
 modified\_folder = pathlib.Path(rel\_path).parts[0]  
 print(f"mf: {modified\_folder}")  
 update\_command((data, file\_data), self.username, modified\_folder)  
 elif data.startswith("refresh"):  
 with self.lock:  
 try:  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 # Execute the query to fetch the updated user list  
 mysql\_cursor.execute("SELECT username FROM users")  
 # Fetch all the usernames from the result  
 rows = mysql\_cursor.fetchall()  
 updated\_users = ','.join([row[0] for row in rows])  
 mysql\_cursor.execute("SELECT friends, friend\_requests FROM users WHERE username = %s",  
 (self.username,))  
 row = mysql\_cursor.fetchone()  
 self.friends = [] if row[0] is None else row[0].split(',')  
 print(f"{self.username} friends: {self.friends}")  
 self.friend\_requests = [] if row[1] is None else row[1].split(',')  
 print(f"{self.username} friend requests: {self.friend\_requests}")  
 friends = ','.join(self.friends)  
 friend\_requests = ','.join(self.friend\_requests)  
 sharing\_read\_only = ','.join(get\_sharing\_read\_only(self.username))  
 sharing\_read\_write = ','.join(get\_sharing\_read\_write(self.username))  
 shared\_read\_only = ','.join(get\_shared\_read\_only(self.username))  
 shared\_read\_write = ','.join(get\_shared\_read\_write(self.username))  
 message = f"{updated\_users}||{friends}||{friend\_requests}||{sharing\_read\_only}||" \  
 f"{sharing\_read\_write}||{shared\_read\_only}||{shared\_read\_write}"  
 self.send\_data(self.client\_socket, message)  
 except Exception as error:  
 print(error, Exception)  
  
 elif data.startswith("add\_friend"):  
 new\_friend = data.split("||")[1]  
 self.friends.append(new\_friend)  
 friends = ','.join(self.friends)  
 mysql\_cursor.execute("SELECT friends FROM users WHERE username = %s", (new\_friend,))  
 row = mysql\_cursor.fetchone()  
 add\_to\_new\_friend = row[0] + ',' + self.username if row[0] is not None else self.username  
 mysql\_cursor.execute("UPDATE users SET friends = %s WHERE username = %s", (friends, self.username))  
 mysql\_cursor.execute("UPDATE users SET friends = %s WHERE username = %s",  
 (add\_to\_new\_friend, new\_friend))  
 mysql\_connection.commit()  
 print(f"{self.username} has added {new\_friend} as a friend")  
 elif data.startswith("send\_friend\_request"):  
 user = data.split('||')[1]  
 mysql\_cursor.execute("SELECT friend\_requests FROM users WHERE username = %s", (user,))  
 row = mysql\_cursor.fetchone()  
 check\_requests = row[0].split(',') if row[0] is not None else []  
 if self.username not in check\_requests:  
 if row[0] is None:  
 friend\_requests = self.username  
 else:  
 friend\_requests = row[0] + ',' + self.username  
 mysql\_cursor.execute("UPDATE users SET friend\_requests = %s WHERE username = %s",  
 (friend\_requests, user))  
 mysql\_connection.commit()  
 print(f"{self.username} has sent {user} a friend request")  
 self.send\_data(self.client\_socket, "OK")  
 else:  
 self.send\_data(self.client\_socket, "You've already sent this user a friend request")  
 elif data.startswith("rmv\_friend\_request"):  
 user = data.split('||')[1]  
 self.friend\_requests.remove(user)  
 friend\_requests = ','.join(self.friend\_requests) if self.friend\_requests else None  
 mysql\_cursor.execute("UPDATE users SET friend\_requests = %s WHERE username = %s",  
 (friend\_requests, self.username))  
 mysql\_connection.commit()  
 elif data.startswith("remove\_friend"):  
 friend = data.split("||")[1]  
 self.friends.remove(friend)  
 friends = ','.join(self.friends) if self.friends else None  
 mysql\_cursor.execute("SELECT friends FROM users WHERE username = %s", (friend,))  
 row = mysql\_cursor.fetchone()  
 removed\_friend\_friends = row[0].split(',')  
 removed\_friend\_friends.remove(self.username)  
 removed\_friend\_friends = ','.join(removed\_friend\_friends) if removed\_friend\_friends else None  
 mysql\_cursor.execute("UPDATE users SET friends = %s WHERE username = %s", (friends, self.username))  
 mysql\_cursor.execute("UPDATE users SET friends = %s WHERE username = %s",  
 (removed\_friend\_friends, friend))  
 mysql\_connection.commit()  
 print(f"{self.username} and {friend} are no longer friends")  
 elif data.startswith("share"):  
 shared\_user = data.split("||")[1]  
 permissions = data.split("||")[2]  
 if shared\_user in get\_users\_user\_is\_sharing\_with(self.username):  
 remove\_row(self.username, shared\_user)  
 else: # user doesn't have the shared folder yet  
 serialized\_dir = self.receive\_data(self.client\_socket, return\_bytes=True)  
 add\_to\_waiting\_commands([shared\_user], (data, serialized\_dir))  
 if permissions != "remove":  
 insert\_user\_sharing(self.username, shared\_user, permissions)  
 print(f"{self.username} has shared his folder with {shared\_user} with {permissions} permissions")  
 print(f"{self.username} is currently sharing to {get\_users\_user\_is\_sharing\_with(self.username)}")  
 elif data.startswith("request\_commands"):  
 print(waiting\_commands)  
 if self.username in waiting\_commands:  
 commands = dumps(waiting\_commands[self.username])  
 self.send\_data(self.client\_socket, commands, send\_bytes=True)  
 waiting\_commands[self.username] = []  
 else:  
 commands = dumps([])  
 self.send\_data(self.client\_socket, commands, send\_bytes=True)  
  
 else:  
 self.send\_data(self.client\_socket, "Invalid command")  
  
 def send\_data(self, sock, msg, send\_bytes=False):  
 *"""  
 Sends data over a socket connection.* ***:param*** *sock: The socket object representing the connection.* ***:param*** *msg: The message to be sent.* ***:param*** *send\_bytes: A boolean flag indicating whether the message is already bytes (default is False).* ***:returns****: None  
 """* try:  
 if not send\_bytes:  
 msg = msg.encode()  
 msg = self.fernet.encrypt(msg)  
 msg\_len = str(len(msg)).encode()  
 sock.send(self.fernet.encrypt(msg\_len)) # Exactly 100 bytes  
 sock.send(msg)  
 sock.recv(1024)  
 except (ConnectionResetError, OSError) as err:  
 print(err)  
 connected\_users.remove(self.username)  
 sock.close()  
  
 def receive\_data(self, sock, return\_bytes=False):  
 *"""  
 Receives data over a socket connection.* ***:param*** *sock: The socket object representing the connection.* ***:param*** *return\_bytes: A boolean flag indicating whether the received data should be returned as bytes  
 (default is False).* ***:returns****: The received data.  
 """* try:  
 data = b''  
 msg\_len = int(self.fernet.decrypt(sock.recv(100)).decode())  
 while len(data) < msg\_len:  
 chunk = sock.recv(CHUNK\_SIZE)  
 data += chunk  
 data = self.fernet.decrypt(data)  
 if not return\_bytes:  
 data = data.decode()  
 sock.send(self.fernet.encrypt("OK".encode()))  
 return data  
 except (ConnectionResetError, OSError) as err:  
 print(err)  
 connected\_users.remove(self.username)  
 sock.close()  
  
  
def delete\_item(item\_path):  
 if os.path.isfile(item\_path):  
 # Delete a file  
 os.remove(item\_path)  
 elif os.path.isdir(item\_path):  
 # Delete a folder and its contents  
 shutil.rmtree(item\_path)  
  
  
def rename\_item(item\_path, new\_name):  
 try:  
 new\_path = os.path.join(os.path.dirname(item\_path), new\_name)  
 os.rename(item\_path, new\_path)  
 except Exception as err:  
 print(err.args[1])  
  
  
def get\_users\_user\_is\_sharing\_with(username):  
 *"""  
 Retrieves a list of users that the given username is sharing with.* ***:param*** *username: The username for which the shared users are retrieved.* ***:return****: A list of users that the given username is sharing with.* ***:raises*** *mysql.connector.Error: If there is an error retrieving the shared users from the database.  
 """* try:  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 query = "SELECT shared\_user FROM users\_sharing WHERE sharing\_user = %s"  
 values = (username,)  
 mysql\_cursor.execute(query, values)  
 rows = mysql\_cursor.fetchall()  
 mysql\_connection.close()  
 users\_list = []  
 for row in rows:  
 users\_list.append(row[0])  
 return users\_list  
 except mysql.connector.Error as error:  
 print(f"Error retrieving users {username} is sharing with: {error}")  
  
  
def get\_users\_sharing\_with\_user(username):  
 try:  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 query = "SELECT sharing\_user, permission FROM users\_sharing WHERE shared\_user = %s"  
 values = (username,)  
 mysql\_cursor.execute(query, values)  
 rows = mysql\_cursor.fetchall()  
 mysql\_connection.close()  
 users\_list = []  
 for row in rows:  
 users\_list.append(row[0])  
 return users\_list  
 except mysql.connector.Error as error:  
 print(f"Error retrieving users sharing with {username}: {error}")  
  
  
def insert\_user\_sharing(sharing\_user, shared\_user, permission):  
 *"""  
 Inserts user sharing information into the database.* ***:param*** *sharing\_user: The user sharing the folder.* ***:param*** *shared\_user: The user receiving the shared folder.* ***:param*** *permission: The permission level for the shared folder.* ***:return****: True if the user sharing information was inserted successfully, False otherwise.  
 """* try:  
 # Connect to the database  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
  
 query = "INSERT INTO users\_sharing (sharing\_user, shared\_user, permission) VALUES (%s, %s, %s)"  
 values = (sharing\_user, shared\_user, permission)  
 mysql\_cursor.execute(query, values)  
 mysql\_connection.commit()  
 mysql\_connection.close()  
 print("User sharing information inserted successfully.")  
 return True  
  
 except mysql.connector.Error as error:  
 print(f"Error inserting user sharing information: {error}")  
  
  
def remove\_row(sharing\_user, shared\_user):  
 *"""  
 Removes a row from the users\_sharing table in the database.* ***:param*** *sharing\_user: The user sharing the folder.* ***:param*** *shared\_user: The user receiving the shared folder.* ***:return****: None  
 """* # Establish a connection to the MySQL server  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 try:  
 # Create a cursor object to execute SQL queries  
 mysql\_cursor = mysql\_connection.cursor()  
  
 # Prepare the DELETE statement  
 delete\_query = "DELETE FROM users\_sharing WHERE sharing\_user = %s AND shared\_user = %s"  
  
 # Execute the DELETE statement with the username as a parameter  
 mysql\_cursor.execute(delete\_query, (sharing\_user, shared\_user))  
  
 # Commit the changes to the database  
 mysql\_connection.commit()  
  
 # Print a message to indicate successful deletion  
 print("Row deleted successfully")  
  
 except mysql.connector.Error as error:  
 # Handle any potential errors  
 print(f"Error deleting row: {error}")  
  
 finally:  
 # Close the cursor and connection  
 mysql\_cursor.close()  
 mysql\_connection.close()  
  
  
def get\_permissions(sharing\_user, shared\_user):  
 *"""  
 Retrieves the permission level for shared folder between two users.* ***:param*** *sharing\_user: The user sharing the folder.* ***:param*** *shared\_user: The user receiving the shared folder.* ***:return****: The permission level.  
 """* # Establish a connection to the MySQL server  
 mysql\_connection = mysql.connector.connect(\*\*database\_config)  
 mysql\_cursor = mysql\_connection.cursor()  
 try:  
 # Create a cursor object to execute SQL queries  
 mysql\_cursor = mysql\_connection.cursor()  
 # Prepare the SELECT statement  
 select\_query = "SELECT permission FROM users\_sharing WHERE sharing\_user = %s AND shared\_user = %s"  
 # Execute the SELECT statement with the sharing\_user and shared\_user as parameters  
 mysql\_cursor.execute(select\_query, (sharing\_user, shared\_user))  
 # Fetch the first row returned by the query  
 row = mysql\_cursor.fetchone()  
 if row:  
 # Return the value of the 'permissions' column  
 return row[0]  
 else:  
 # Return a default value if no matching row is found  
 return None  
 except mysql.connector.Error as error:  
 # Handle any potential errors  
 print(f"Error retrieving permissions: {error}")  
 finally:  
 # Close the cursor and connection  
 mysql\_cursor.close()  
 mysql\_connection.close()  
  
  
def get\_sharing\_read\_only(username):  
 *"""  
 Retrieves a list of users with read-only access to folder shared by the specified user.* ***:param*** *username: The username of the user.* ***:return****: A list of users with read-only access.  
 """* sharing\_read\_only = []  
 users = get\_users\_user\_is\_sharing\_with(username)  
 for shared\_user in users:  
 if get\_permissions(username, shared\_user) == "read":  
 sharing\_read\_only.append(shared\_user)  
 return sharing\_read\_only  
  
  
def get\_sharing\_read\_write(username):  
 *"""  
 Retrieves a list of users with read-write access to folder shared by the specified user.* ***:param*** *username: The username of the user.* ***:return****: A list of users with read-write access.  
 """* sharing\_read\_write = []  
 users = get\_users\_user\_is\_sharing\_with(username)  
 for shared\_user in users:  
 if get\_permissions(username, shared\_user) == "read\_write":  
 sharing\_read\_write.append(shared\_user)  
 return sharing\_read\_write  
  
  
def get\_shared\_read\_only(username):  
 *"""  
 Retrieves a list of users who have shared their folder with the specified user with read-only access.* ***:param*** *username: The username of the user.* ***:return****: A list of users who have shared their folder with read-only access.  
 """* shared\_read\_only = []  
 users = get\_users\_sharing\_with\_user(username)  
 for sharing\_user in users:  
 if get\_permissions(sharing\_user, username) == "read":  
 shared\_read\_only.append(sharing\_user)  
 return shared\_read\_only  
  
  
def get\_shared\_read\_write(username):  
 *"""  
 Retrieves a list of users who have shared their folder with the specified user with read-write access.* ***:param*** *username: The username of the user.* ***:return****: A list of users who have shared their folder with read-write access.  
 """* shared\_read\_write = []  
 users = get\_users\_sharing\_with\_user(username)  
 for sharing\_user in users:  
 if get\_permissions(sharing\_user, username) == "read\_write":  
 shared\_read\_write.append(sharing\_user)  
 return shared\_read\_write  
  
  
def add\_to\_waiting\_commands(users, command):  
 *"""  
 Adds a command to the waiting commands for each user.* ***:param*** *users: A list of users.* ***:param*** *command: The command to be added to the waiting commands.* ***:returns****: None  
 """* for user in users:  
 if user in connected\_users:  
 if user in waiting\_commands:  
 waiting\_commands[user].append(command)  
 else:  
 waiting\_commands[user] = [command]  
  
  
def update\_command(command, username, modified\_folder):  
 *"""  
 Adds the command that was given by the user to the list of commands of each user that has any permission to the  
 modified folder.* ***:param*** *command: The command to be added.* ***:param*** *username: The user that sent the command.* ***:param*** *modified\_folder: The folder that was modified.* ***:returns****: None  
 """* if modified\_folder == username:  
 add\_to\_waiting\_commands(get\_users\_user\_is\_sharing\_with(username), command)  
 else:  
 users = get\_users\_user\_is\_sharing\_with(modified\_folder)  
 users.remove(username)  
 users.append(modified\_folder)  
 add\_to\_waiting\_commands(users, command)

## file\_classes.py 6.3

import os  
import shutil  
  
FOLDER = r'.\ServerFolder'  
  
  
class File:  
 def \_\_init\_\_(self, path):  
 *"""  
 Initialize a File object.* ***:param*** *path:: The path to the file.  
 """* self.path = path  
 self.name = os.path.basename(path)  
 self.size = os.path.getsize(path)  
 self.rel\_path = None  
 with open(self.path, "rb") as f:  
 data = f.read()  
 self.data = data  
  
 def create(self, parent\_path=None):  
 *"""  
 Creates the file in the parent path.* ***:param*** *parent\_path: path to the file. Defaults to None.  
 """* if "ServerFolder" in self.path:  
 self.rel\_path = os.path.relpath(self.path, "./ServerFolder")  
 self.path = os.path.join(FOLDER, self.rel\_path)  
 elif r"Desktop\FS" in self.path:  
 self.rel\_path = self.path.split("Desktop/FS")[-1]  
 self.path = os.path.join(FOLDER, self.rel\_path)  
  
 if parent\_path is None:  
 parent\_path = self.path  
 if os.path.exists(parent\_path):  
 file = File(parent\_path)  
 if file.data != self.data:  
 with open(parent\_path, 'wb'):  
 pass  
 with open(parent\_path, 'wb') as f:  
 f.write(self.data)  
 else:  
 with open(parent\_path, 'wb') as f:  
 f.write(self.data)  
  
  
class Directory:  
 def \_\_init\_\_(self, path):  
 *"""  
 Initialize a Directory object.* ***:param*** *path: The path to the directory.  
 """* self.path = path  
 self.name = os.path.basename(path)  
 self.subdirectories = []  
 self.files = []  
 self.size = 0 # Initialize the size attribute to zero  
  
 for entry in os.listdir(path):  
 full\_path = os.path.join(path, entry)  
 if os.path.isdir(full\_path):  
 subdirectory = Directory(full\_path)  
 self.subdirectories.append(subdirectory)  
 self.size += subdirectory.size # Add subdirectory size to the current directory's size  
 else:  
 file = File(full\_path)  
 self.files.append(file)  
 self.size += file.size # Add file size to the current directory's size  
  
 def create(self, parent\_path=None):  
 *"""  
 Recursively create the directory and its contents.* ***:param*** *parent\_path:The parent path for the directory. Defaults to None.  
 """* if parent\_path is None:  
 parent\_path = self.path  
  
 os.makedirs(parent\_path, exist\_ok=True)  
  
 # Remove non-matching files and subdirectories  
 existing\_files = [file.name for file in self.files]  
 existing\_subdirectories = [subdir.name for subdir in self.subdirectories]  
  
 for item\_name in os.listdir(parent\_path):  
 item\_path = os.path.join(parent\_path, item\_name)  
  
 if os.path.isfile(item\_path) and item\_name not in existing\_files:  
 os.remove(item\_path)  
  
 if os.path.isdir(item\_path) and item\_name not in existing\_subdirectories:  
 shutil.rmtree(item\_path)  
  
 for file in self.files:  
 file.create(os.path.join(parent\_path, file.name))  
  
 for subdirectory in self.subdirectories:  
 subdirectory.create(os.path.join(parent\_path, subdirectory.name))  
 return Directory(parent\_path)  
  
 def change\_path(self, new\_path):  
 *"""  
 Change the path of the directory.* ***:param*** *new\_path: The new path for the directory.* ***:returns****: None  
 """* os.makedirs(os.path.dirname(new\_path), exist\_ok=True)  
 shutil.move(self.path, os.path.dirname(new\_path))  
 os.chdir(os.path.dirname(new\_path))  
 os.rename(self.name, os.path.basename(new\_path))  
 self.path = new\_path  
 self.name = os.path.basename(new\_path)  
  
 def search\_files(self, keyword): # Not used yet  
 *"""  
 Search for files containing the specified keyword in their names within the directory and its subdirectories.* ***:param*** *keyword: The keyword to search for in file names.* ***:return****: A list of matching File objects.  
 """* matching\_files = []  
 for file in self.files:  
 if keyword.upper() in file.name.upper():  
 matching\_files.append(file)  
  
 for subdirectory in self.subdirectories:  
 matching\_files.extend(subdirectory.search\_files(keyword))  
  
 return matching\_files

## client.py 6.4

# *TODO when adding a friend, the folders don't update until the client is reopened - send a friend's after he was added*import hashlib  
import os  
import pathlib  
import shutil  
import socket  
import threading  
import time  
from pickle import loads, dumps  
import rsa  
from cryptography.fernet import Fernet  
from login\_window import Ui\_Login  
from signup\_window import Ui\_Signup  
from PyQt5.QtWidgets import QApplication, QMainWindow, QLineEdit, QWidget, QInputDialog, QMessageBox, QPushButton, \  
 QFileSystemModel  
from PyQt5 import QtCore, QtWidgets, QtGui  
from PyQt5.QtCore import Qt, QFileSystemWatcher  
import sys  
from file\_classes import File, Directory  
from main\_window import Ui\_MainWindow  
  
SERVER\_IP = '127.0.0.1'  
PORT = 8080  
DIRECTORY = "./FS/Folders"  
FOLDER = "Folders"  
READ\_ONLY\_SHARES = "./FS/Read Only"  
READ\_WRITE\_SHARES = "./FS/Read and Write"  
CHUNK\_SIZE = 4096  
KEYS\_TO\_DISABLE = [Qt.Key\_Space, Qt.Key\_Period, Qt.Key\_Slash, Qt.Key\_Comma, Qt.Key\_Semicolon, Qt.Key\_Colon, Qt.Key\_Bar,  
 Qt.Key\_Backslash, Qt.Key\_BracketLeft, Qt.Key\_BracketRight, Qt.Key\_ParenLeft, Qt.Key\_ParenRight,  
 Qt.Key\_BraceLeft, Qt.Key\_BraceRight, Qt.Key\_Apostrophe, Qt.Key\_QuoteDbl, Qt.Key\_Equal, Qt.Key\_Plus,  
 Qt.Key\_Minus, Qt.Key\_Percent, Qt.Key\_Question]  
REFRESH\_FREQUENCY = 5  
NO\_FRIENDS = "No Friends Added"  
NO\_FRIEND\_REQUESTS = "No Friend Requests"  
  
  
def send\_data(sock, msg, send\_bytes=False):  
 *"""  
 Sends data over a socket connection.* ***:param*** *sock: The socket object representing the connection.* ***:param*** *msg: The message to be sent.* ***:param*** *send\_bytes: A boolean flag indicating whether the message is already bytes (default is False).* ***:returns****: None  
 """* print(msg)  
 if not send\_bytes:  
 msg = msg.encode()  
 msg = fernet.encrypt(msg)  
 msg\_len = str(len(msg)).encode()  
 sock.send(fernet.encrypt(msg\_len)) # Exactly 100 bytes  
 sock.send(msg)  
 sock.recv(1024)  
  
  
def receive\_data(sock, return\_bytes=False):  
 *"""  
 Receives data over a socket connection.* ***:param*** *sock: The socket object representing the connection.* ***:param*** *return\_bytes: A boolean flag indicating whether the received data should be returned as bytes  
 (default is False).* ***:returns****: The received data.  
 """* data = b''  
 msg\_len = int(fernet.decrypt(sock.recv(100)).decode())  
 while len(data) < msg\_len:  
 chunk = sock.recv(CHUNK\_SIZE)  
 data += chunk  
 data = fernet.decrypt(data)  
 if not return\_bytes:  
 data = data.decode()  
 sock.send(fernet.encrypt("OK".encode()))  
 return data  
  
  
def disable\_keys(field):  
 *"""  
 Disables key events for a QLineEdit field if they're in KEYS\_TO\_DISABLE.* ***:param*** *field: The field object for which the key events should be disabled.* ***:returns****: None  
 """* field.keyPressEvent = lambda event: event.ignore() if event.key() in KEYS\_TO\_DISABLE else QLineEdit.keyPressEvent(  
 field, event)  
  
  
def delete\_item(item\_path):  
 *"""  
 Deletes a file or folder.* ***:param*** *item\_path: The path of the item to be deleted.* ***:returns****: None  
 """* if os.path.isfile(item\_path):  
 # Delete a file  
 os.remove(item\_path)  
 elif os.path.isdir(item\_path):  
 # Delete a folder and its contents  
 shutil.rmtree(item\_path)  
  
  
def rename\_item(item\_path, new\_name):  
 *"""  
 Renames a file or folder.* ***:param*** *item\_path: The path of the item to be renamed.* ***:param*** *new\_name: The new name for the item.* ***:returns****: None* ***:raises*** *Exception: If an error occurs during the renaming process.  
 """* ok = True  
 try:  
 new\_path = os.path.join(os.path.dirname(item\_path), new\_name)  
 os.rename(item\_path, new\_path)  
 except OSError as err:  
 ok = False  
 item = "file"  
 if os.path.isdir(item\_path):  
 item = "folder"  
 QMessageBox.warning(widget, "Error", f"Invalid {item} name.")  
 print(err)  
 return ok  
  
  
def create\_fail\_label(parent, text, geometry):  
 *"""  
 Creates a label for displaying failure messages.* ***:param*** *parent: The parent widget where the label will be placed.* ***:param*** *text: The text to be displayed in the label.* ***:param*** *geometry: The geometry (position and size) of the label.* ***:returns****: The created QLabel object.  
 """* fail\_label = QtWidgets.QLabel(parent)  
 fail\_label.setGeometry(geometry)  
 fail\_label.setText(text)  
 fail\_label.hide()  
 font = QtGui.QFont()  
 font.setPointSize(11)  
 fail\_label.setFont(font)  
 fail\_label.setStyleSheet("color: rgb(255, 0, 0)")  
 return fail\_label  
  
  
def open\_file(item\_path):  
 *"""  
 Opens a file using the default system application.* ***:param*** *item\_path: The path of the file to be opened.* ***:returns****: None  
 """* if os.path.isfile(item\_path):  
 os.startfile(item\_path)  
  
  
class MainWindow(QWidget, Ui\_MainWindow):  
 *"""  
 Represents the main window of the application. Inherits from QWidget and Ui\_MainWindow.  
 """* def \_\_init\_\_(self, dir\_path):  
 *"""  
 Initializes the MainWindow object.  
  
 Sets up the UI elements, initializes variables, connects signals to slots, & performs necessary configurations.* ***:param*** *dir\_path: The path of the current directory.* ***:return****: None  
 """* super().\_\_init\_\_()  
 self.lock = threading.Lock()  
 self.exit = False  
 self.copied\_item\_path = None  
 self.cut\_item\_path = None  
 self.dir\_path = dir\_path  
 self.username = os.path.basename(dir\_path)  
 self.read\_write\_path = os.path.join(READ\_WRITE\_SHARES, self.username)  
 self.read\_only\_path = os.path.join(READ\_ONLY\_SHARES, self.username)  
 self.file\_timestamps = {}  
 self.directory\_history = [] # List to store directory navigation history  
 self.read\_write\_directory\_history = [self.read\_write\_path]  
 self.read\_only\_directory\_history = [self.read\_only\_path]  
 self.users = []  
 self.friends = []  
 self.friend\_requests = []  
 self.sharing\_read\_only = []  
 self.sharing\_read\_write = []  
 self.shared\_read\_only = []  
 self.shared\_read\_write = []  
 os.makedirs(self.read\_only\_path, exist\_ok=True)  
 os.makedirs(self.read\_write\_path, exist\_ok=True)  
 self.setupUi(self)  
 self.setWindowTitle("FileSpace")  
 self.model = QFileSystemModel()  
 self.model.setRootPath(dir\_path)  
 self.list\_view.setModel(self.model)  
 self.list\_view.setRootIndex(self.model.index(dir\_path))  
 self.list\_view.setIconSize(QtCore.QSize(32, 32))  
 self.list\_view.setGridSize(QtCore.QSize(96, 96))  
 self.list\_view.setViewMode(QtWidgets.QListView.IconMode)  
 self.directory\_history.append(self.dir\_path)  
 self.tabs.setCurrentIndex(0)  
 self.upload\_files\_button.clicked.connect(lambda: self.upload\_file(self.model))  
 self.upload\_folders\_button.clicked.connect(lambda: self.upload\_folder(self.model))  
 self.list\_view.doubleClicked.connect(self.on\_list\_view\_double\_clicked)  
 self.list\_view.setContextMenuPolicy(QtCore.Qt.CustomContextMenu)  
 self.list\_view.customContextMenuRequested.connect(lambda event: self.create\_context\_menu(event, self.list\_view))  
 self.go\_back\_button.hide()  
 self.go\_back\_button.clicked.connect(self.go\_back)  
 self.rw\_go\_back\_button.hide()  
 self.rw\_go\_back\_button.clicked.connect(self.rw\_go\_back)  
 self.r\_go\_back\_button.hide()  
 self.r\_go\_back\_button.clicked.connect(self.r\_go\_back)  
 self.upload\_files\_shares\_button.hide()  
 self.upload\_files\_shares\_button.clicked.connect(lambda: self.upload\_file(self.read\_write\_model))  
 self.upload\_folders\_shares\_button.hide()  
 self.upload\_folders\_shares\_button.clicked.connect(lambda: self.upload\_folder(self.read\_write\_model))  
 self.friends\_list\_widget.itemDoubleClicked.connect(self.friend\_double\_clicked)  
 self.friend\_requests\_list\_widget.itemDoubleClicked.connect(self.friend\_request\_double\_clicked)  
 self.sharing\_read\_write\_list\_widget.itemDoubleClicked.connect(self.sharing\_to\_double\_clicked)  
 self.sharing\_read\_only\_list\_widget.itemDoubleClicked.connect(self.sharing\_to\_double\_clicked)  
 self.search\_bar.textChanged.connect(self.search\_users)  
 self.search\_results\_list.itemDoubleClicked.connect(self.user\_double\_clicked)  
 self.read\_only\_model = QFileSystemModel()  
 self.read\_only\_model.setRootPath(self.read\_only\_path)  
 self.read\_only\_list\_view.setModel(self.read\_only\_model)  
 self.read\_only\_list\_view.setRootIndex(self.read\_only\_model.index(self.read\_only\_path))  
 self.read\_only\_list\_view.doubleClicked.connect(self.on\_read\_only\_list\_view\_double\_clicked)  
 self.read\_write\_model = QFileSystemModel()  
 self.read\_write\_model.setRootPath(self.read\_write\_path)  
 self.read\_write\_list\_view.setModel(self.read\_write\_model)  
 self.read\_write\_list\_view.setRootIndex(self.read\_write\_model.index(self.read\_write\_path))  
 self.read\_write\_list\_view.setContextMenuPolicy(QtCore.Qt.CustomContextMenu)  
 self.read\_write\_list\_view.customContextMenuRequested.connect(  
 lambda event: self.create\_context\_menu(event, self.read\_write\_list\_view))  
 refreshes\_thread = threading.Thread(target=self.handle\_refreshes)  
 refreshes\_thread.start()  
 self.get\_shared\_folders()  
 self.watcher = QFileSystemWatcher()  
 self.watcher.addPath(self.dir\_path)  
 self.recursively\_add\_paths(self.dir\_path) # Add subdirectories to watcher recursively  
 self.watcher.fileChanged.connect(self.file\_changed)  
 self.read\_write\_watcher = QFileSystemWatcher()  
 self.read\_write\_watcher.addPath(self.read\_write\_path)  
 self.recursively\_add\_paths(self.read\_write\_path)  
 self.read\_write\_watcher.fileChanged.connect(self.file\_changed)  
 receive\_commands\_thread = threading.Thread(target=self.handle\_waiting\_commands)  
 receive\_commands\_thread.start()  
 self.read\_write\_list\_view.doubleClicked.connect(self.on\_read\_write\_list\_view\_double\_clicked)  
  
 def get\_shared\_folders(self):  
 *"""  
 Retrieves and creates shared folders based on the received data.* ***:returns****: None  
 """* with self.lock:  
 send\_data(client\_socket, "get\_shared\_folders")  
 num = int(receive\_data(client\_socket))  
 for i in range(num):  
 dir\_data = receive\_data(client\_socket, return\_bytes=True)  
 folder = loads(dir\_data)  
 if folder.name in self.shared\_read\_write:  
 folder.create(os.path.join(self.read\_write\_path, folder.name))  
 elif folder.name in self.shared\_read\_only:  
 folder.create(os.path.join(self.read\_only\_path, folder.name))  
  
 def handle\_waiting\_commands(self):  
 *"""  
 Handles waiting commands by continuously receiving and processing commands.* ***:returns****: None  
 """* while not self.exit:  
 self.receive\_commands()  
 time.sleep(REFRESH\_FREQUENCY)  
  
 def handle\_refreshes(self):  
 *"""  
 Handles periodic refreshes by triggering the refresh operation.* ***:returns****: None  
 """* while not self.exit:  
 self.refresh()  
 time.sleep(REFRESH\_FREQUENCY)  
  
 def receive\_commands(self):  
 *"""  
 Receives and processes current user's waiting commands from the server.* ***:returns****: None  
 """* try:  
 with self.lock:  
 send\_data(client\_socket, "request\_commands")  
 serialized\_commands = receive\_data(client\_socket, return\_bytes=True)  
 commands = loads(serialized\_commands)  
 print(commands)  
 self.read\_write\_watcher.blockSignals(True)  
 self.watcher.blockSignals(True)  
 for command in commands:  
 if type(command) is tuple:  
 if command[0].startswith("upload\_dir"):  
 rel\_path = command[0].split("||")[-1].strip() # Extract the relative path  
 serialized\_dir = command[1]  
 directory = loads(serialized\_dir)  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 location = os.path.join(DIRECTORY, rel\_path) # If the modified folder is owned by  
 # the user, use the user's main directory  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 location = os.path.join(self.read\_write\_path, rel\_path) # If the modified folder  
 # is in the shared read-write list, use the read-write path  
 else:  
 location = os.path.join(self.read\_only\_path, rel\_path) # Otherwise, use the  
 # read-only path  
 directory.create(location) # Create the directory at the specified location  
 elif command[0].startswith("upload\_file"):  
 rel\_path = command[0].split("||")[-1].strip()  
 serialized\_file = command[1]  
 file = loads(serialized\_file)  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 location = os.path.join(DIRECTORY, rel\_path)  
 watcher\_path = self.dir\_path  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 location = os.path.join(self.read\_write\_path, rel\_path)  
 watcher\_path = self.read\_write\_path  
 else:  
 location = os.path.join(self.read\_only\_path, rel\_path)  
 file.create(location)  
 self.recursively\_add\_paths(watcher\_path)  
 elif command[0].startswith("file\_edit"):  
 rel\_path = command[0].split("||")[-1]  
 file\_data = command[1]  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 file\_path = os.path.join(DIRECTORY, rel\_path)  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 file\_path = os.path.join(self.read\_write\_path, rel\_path)  
 else:  
 file\_path = os.path.join(self.read\_only\_path, rel\_path)  
 with open(file\_path, "wb") as f:  
 f.write(file\_data)  
 elif command[0].startswith("share"):  
 permissions = command[0].split("||")[2]  
 serialized\_dir = command[1]  
 directory = loads(serialized\_dir)  
 if permissions == "read":  
 dir\_path = os.path.join(self.read\_only\_path, directory.name)  
 elif permissions == "read\_write":  
 dir\_path = os.path.join(self.read\_write\_path, directory.name)  
 directory.create(dir\_path)  
 elif command.startswith("delete\_item"):  
 rel\_path = command.split("||")[1].strip()  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 item\_path = os.path.join(DIRECTORY, rel\_path)  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 item\_path = os.path.join(self.read\_write\_path, rel\_path)  
 else:  
 item\_path = os.path.join(self.read\_only\_path, rel\_path)  
 delete\_item(item\_path)  
 print(f"Deleted {item\_path}")  
 elif command.startswith("rename\_item"):  
 rel\_path = command.split("||")[1].strip()  
 print(os.path.join(self.read\_write\_path, rel\_path))  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 item\_path = os.path.join(DIRECTORY, rel\_path)  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 item\_path = os.path.join(self.read\_write\_path, rel\_path)  
 else:  
 item\_path = os.path.join(self.read\_only\_path, rel\_path)  
 new\_name = command.split("||")[-1].strip()  
  
 rename\_item(item\_path, new\_name)  
 print(f"Renamed {item\_path} to {new\_name}")  
 elif command.startswith("create\_file"):  
 rel\_path = command.split("||")[1].strip()  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 new\_file\_path = os.path.join(DIRECTORY, rel\_path)  
 watcher\_path = self.dir\_path  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 new\_file\_path = os.path.join(self.read\_write\_path, rel\_path)  
 watcher\_path = self.read\_write\_path  
 else:  
 new\_file\_path = os.path.join(self.read\_only\_path, rel\_path)  
 if os.path.exists(new\_file\_path):  
 return  
 # Create the new file  
 with open(new\_file\_path, 'w'):  
 pass # Do nothing, just create an empty file  
 self.recursively\_add\_paths(watcher\_path)  
 print(f"File {new\_file\_path} created")  
 elif command.startswith("create\_folder"):  
 rel\_path = command.split("||")[1].strip()  
 if pathlib.Path(rel\_path).parts[0] == self.username:  
 new\_dir\_path = os.path.join(DIRECTORY, rel\_path)  
 else:  
 if pathlib.Path(rel\_path).parts[0] in self.shared\_read\_write:  
 new\_dir\_path = os.path.join(self.read\_write\_path, rel\_path)  
 else:  
 new\_dir\_path = os.path.join(self.read\_only\_path, rel\_path)  
 os.makedirs(new\_dir\_path, exist\_ok=True)  
 print(f"Folder {new\_dir\_path} created")  
 elif command.startswith("copy"):  
 rel\_copied\_item\_path = command.split("||")[1]  
 rel\_destination\_path = command.split("||")[2]  
 if pathlib.Path(rel\_copied\_item\_path).parts[0] == self.username:  
 copied\_item\_path = os.path.join(DIRECTORY, rel\_copied\_item\_path)  
 destination\_path = os.path.join(DIRECTORY, rel\_destination\_path)  
 else:  
 if pathlib.Path(rel\_copied\_item\_path).parts[0] in self.shared\_read\_write:  
 copied\_item\_path = os.path.join(self.read\_write\_path, rel\_copied\_item\_path)  
 destination\_path = os.path.join(self.read\_write\_path, rel\_destination\_path)  
 else:  
 copied\_item\_path = os.path.join(self.read\_only\_path, rel\_copied\_item\_path)  
 destination\_path = os.path.join(self.read\_only\_path, rel\_destination\_path)  
  
 # Copy the file or folder  
 if os.path.isfile(copied\_item\_path):  
 try:  
 # Copy a file  
 shutil.copy2(copied\_item\_path, destination\_path)  
 print(f"Copied file {copied\_item\_path} to {destination\_path}")  
 except shutil.SameFileError:  
 pass  
 elif os.path.isdir(copied\_item\_path):  
 try:  
 # Copy a folder  
 shutil.copytree(copied\_item\_path,  
 os.path.join(destination\_path, os.path.basename(copied\_item\_path)))  
 print(f"Copied folder {copied\_item\_path} to {destination\_path}")  
 except FileExistsError:  
 pass  
  
 elif command.startswith("move"):  
 rel\_cut\_item\_path = command.split("||")[1]  
 rel\_destination\_path = command.split("||")[2]  
 if pathlib.Path(rel\_cut\_item\_path).parts[0] == self.username:  
 cut\_item\_path = os.path.join(DIRECTORY, rel\_cut\_item\_path)  
 destination\_path = os.path.join(DIRECTORY, rel\_destination\_path)  
 else:  
 if pathlib.Path(rel\_cut\_item\_path).parts[0] in self.shared\_read\_write:  
 cut\_item\_path = os.path.join(self.read\_write\_path, rel\_cut\_item\_path)  
 destination\_path = os.path.join(self.read\_write\_path, rel\_destination\_path)  
 else:  
 cut\_item\_path = os.path.join(self.read\_only\_path, rel\_cut\_item\_path)  
 destination\_path = os.path.join(self.read\_only\_path, rel\_destination\_path)  
 try:  
 # Move the file or folder  
 shutil.move(cut\_item\_path, destination\_path)  
 if os.path.isfile(destination\_path):  
 self.recursively\_add\_paths(self.read\_write\_path)  
 print(f"Moved {cut\_item\_path} to {destination\_path}")  
 except shutil.Error:  
 pass  
 self.read\_write\_watcher.blockSignals(False)  
 self.watcher.blockSignals(False)  
 print(f"commands:{commands}")  
 except OSError as err:  
 print(err)  
 self.exit = True  
  
 def refresh(self):  
 *"""  
 Refreshes the state of the file sharing application by updating the data based on the received information.* ***:returns****: None* ***:raises*** *OSError: If an error occurs during the refresh process.  
 """* try:  
 with self.lock:  
 send\_data(client\_socket, "refresh")  
 data = receive\_data(client\_socket)  
 print(data)  
 self.users = data.split('||')[0].split(',')  
 self.users.remove(os.path.basename(self.dir\_path))  
 friends = data.split('||')[1].split(',')  
 friend\_requests = data.split('||')[2].split(',')  
 sharing\_read = data.split('||')[3].split(',')  
 sharing\_rw = data.split('||')[4].split(',')  
 self.sharing\_read\_only = sharing\_read if sharing\_read != [''] else []  
 self.sharing\_read\_write = sharing\_rw if sharing\_rw != [''] else []  
 shared\_read = data.split('||')[5].split(',')  
 shared\_rw = data.split('||')[6].split(',')  
 self.shared\_read\_only = shared\_read if shared\_read != [''] else []  
 self.shared\_read\_write = shared\_rw if shared\_rw != [''] else []  
 self.friends = friends if friends[0] else []  
 self.friend\_requests = friend\_requests if friend\_requests[0] else []  
 self.friends\_list\_widget.clear()  
 if not self.friends:  
 self.friends\_list\_widget.addItem(NO\_FRIENDS)  
 else:  
 self.friends\_list\_widget.addItems(self.friends)  
 self.friend\_requests\_list\_widget.clear()  
 if not self.friend\_requests:  
 self.friend\_requests\_list\_widget.addItem(NO\_FRIEND\_REQUESTS)  
 else:  
 self.friend\_requests\_list\_widget.addItems(self.friend\_requests)  
 self.sharing\_read\_write\_list\_widget.clear()  
 if self.sharing\_read\_write:  
 self.sharing\_read\_write\_list\_widget.addItems(self.sharing\_read\_write)  
 self.sharing\_read\_only\_list\_widget.clear()  
 if self.sharing\_read\_only:  
 self.sharing\_read\_only\_list\_widget.addItems(self.sharing\_read\_only)  
 for folder in os.listdir(self.read\_write\_path):  
 if folder in self.shared\_read\_only:  
 f = Directory(os.path.join(self.read\_write\_path, folder))  
 f.change\_path(os.path.join(self.read\_only\_path, folder))  
 elif folder not in self.shared\_read\_write:  
 shutil.rmtree(os.path.join(self.read\_write\_path, folder))  
 for folder in os.listdir(self.read\_only\_path):  
 if folder in self.shared\_read\_write:  
 f = Directory(os.path.join(self.read\_only\_path, folder))  
 f.change\_path(os.path.join(self.read\_write\_path, folder))  
 elif folder not in self.shared\_read\_only:  
 shutil.rmtree(os.path.join(self.read\_only\_path, folder))  
 except OSError:  
 self.exit = True  
  
 def friend\_double\_clicked(self, item):  
 *"""  
 Handles the action when a friend is double-clicked in the friend list widget.* ***:param*** *item: The selected item representing the friend.* ***:return****: None  
 """* friend\_name = item.text()  
 if friend\_name == NO\_FRIENDS:  
 return  
 # Create a dialog box  
 dialog = QMessageBox()  
 dialog.setWindowTitle("Friend Details")  
 dialog.setText(f"Friend: {friend\_name}")  
  
 # Add share and remove buttons  
 share\_button = dialog.addButton("Share", QMessageBox.ActionRole)  
 remove\_button = dialog.addButton("Remove Friend", QMessageBox.ActionRole)  
  
 # Add a cancel button  
 cancel\_button = dialog.addButton(QMessageBox.Cancel)  
  
 # Disable the default OK button  
 dialog.setDefaultButton(cancel\_button)  
  
 # Execute the dialog and handle the button clicked event  
 dialog.exec\_()  
  
 clicked\_button = dialog.clickedButton()  
 if clicked\_button == share\_button:  
 # Share button clicked, call self.share\_friend  
 self.share\_friend(friend\_name)  
 elif clicked\_button == remove\_button:  
 # Remove friend button clicked, call self.remove\_friend  
 self.remove\_friend(friend\_name)  
 elif clicked\_button == cancel\_button:  
 # Cancel button clicked, do nothing or perform any required cleanup  
 print("Canceled")  
  
 def share\_friend(self, friend\_name):  
 *"""  
 Send the server a command to share the user's directory with the selected permissions to a friend.* ***:param*** *friend\_name: The name of the friend to share to.* ***:return****: None  
 """* # Create a Directory object to be shared  
 directory = Directory(self.dir\_path)  
 if friend\_name in self.sharing\_read\_write:  
 self.change\_permission(friend\_name, "read\_write")  
 return  
 elif friend\_name in self.sharing\_read\_only:  
 self.change\_permission(friend\_name, "read")  
 return  
 # Show a pop-up message box to ask for permissions  
 message\_box = QMessageBox()  
 message\_box.setWindowTitle("Permission Selection")  
 message\_box.setText(f"What permissions would you like to give {friend\_name}?")  
  
 # Add buttons for read, write, and cancel options  
 read\_button = QPushButton("Read Only")  
 write\_button = QPushButton("Read And Write")  
 cancel\_button = QPushButton("Cancel")  
 message\_box.addButton(read\_button, QMessageBox.ButtonRole.AcceptRole)  
 message\_box.addButton(write\_button, QMessageBox.ButtonRole.AcceptRole)  
 message\_box.addButton(cancel\_button, QMessageBox.ButtonRole.RejectRole)  
 message\_box.setDefaultButton(cancel\_button)  
 # Execute the message box and get the selected button  
 clicked\_button = message\_box.exec\_()  
 # Process the selected button  
 if clicked\_button == 0:  
 print(f"Sharing read-only with friend: {friend\_name}")  
 self.sharing\_read\_only.append(friend\_name)  
 self.sharing\_read\_only\_list\_widget.clear()  
 self.sharing\_read\_only\_list\_widget.addItems(self.sharing\_read\_only)  
 send\_data(client\_socket, f"share||{friend\_name}||read")  
 send\_data(client\_socket, dumps(directory), send\_bytes=True)  
 elif clicked\_button == 1:  
 print(f"Sharing read-write with friend: {friend\_name}")  
 self.sharing\_read\_write.append(friend\_name)  
 self.sharing\_read\_write\_list\_widget.clear()  
 self.sharing\_read\_write\_list\_widget.addItems(self.sharing\_read\_write)  
 send\_data(client\_socket, f"share||{friend\_name}||read\_write")  
 send\_data(client\_socket, dumps(directory), send\_bytes=True)  
  
 else:  
 print("Share canceled")  
  
 def change\_permission(self, shared\_user, current\_perm):  
 *"""  
 Changes the sharing permissions for a friend.* ***:param*** *shared\_user: The username of the friend.* ***:param*** *current\_perm: The current permissions of the friend.* ***:return****: None  
 """* message\_box = QMessageBox()  
 message\_box.setWindowTitle("Change Permission")  
 message\_box.setText(f"{shared\_user} currently has {current\_perm} permissions.\nWould you like to change them?")  
 if current\_perm == "read\_write":  
 # Add buttons for read, write, and cancel options  
 read\_button = QPushButton("Read Only")  
 message\_box.addButton(read\_button, QMessageBox.ButtonRole.AcceptRole)  
 elif current\_perm == "read":  
 write\_button = QPushButton("Read And Write")  
 message\_box.addButton(write\_button, QMessageBox.ButtonRole.AcceptRole)  
 remove\_perms\_button = QPushButton("Remove Permissions")  
 cancel\_button = QPushButton("Cancel")  
 message\_box.addButton(remove\_perms\_button, QMessageBox.ButtonRole.RejectRole)  
 message\_box.addButton(cancel\_button, QMessageBox.ButtonRole.RejectRole)  
 message\_box.setDefaultButton(cancel\_button)  
 # Execute the message box and get the selected button  
 clicked\_button = message\_box.exec\_()  
 if clicked\_button == 0:  
 if current\_perm == "read\_write":  
 self.sharing\_read\_write\_list\_widget.takeItem(self.sharing\_read\_write.index(shared\_user))  
 self.sharing\_read\_write.remove(shared\_user)  
 self.sharing\_read\_only.append(shared\_user)  
 self.sharing\_read\_only\_list\_widget.addItem(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||read")  
 print(f"Changed {shared\_user}'s permissions from read and write to read only")  
 else:  
 self.sharing\_read\_only\_list\_widget.takeItem(self.sharing\_read\_only.index(shared\_user))  
 self.sharing\_read\_only.remove(shared\_user)  
 self.sharing\_read\_write.append(shared\_user)  
 self.sharing\_read\_write\_list\_widget.addItem(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||read\_write")  
 print(f"Changed {shared\_user}'s permissions from read only to read and write")  
  
 elif clicked\_button == 1:  
 if current\_perm == "read\_write":  
 self.sharing\_read\_write\_list\_widget.takeItem(self.sharing\_read\_write.index(shared\_user))  
 self.sharing\_read\_write.remove(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||remove")  
 print(f"Removed permissions for {shared\_user}")  
 else:  
 self.sharing\_read\_only\_list\_widget.takeItem(self.sharing\_read\_only.index(shared\_user))  
 self.sharing\_read\_only.remove(shared\_user)  
 send\_data(client\_socket, f"share||{shared\_user}||remove")  
 print(f"Removed permissions for {shared\_user}")  
  
 def sharing\_to\_double\_clicked(self, item):  
 *"""  
 Handles the action when a user is double-clicked in the sharing list widget.* ***:param*** *item: The selected item representing the user.* ***:return****: None  
 """* user = item.text()  
 if user in self.sharing\_read\_write:  
 self.change\_permission(user, "read\_write")  
 else:  
 self.change\_permission(user, "read")  
  
 def remove\_friend(self, friend\_name):  
 *"""  
 Removes a friend from the friends list and from the friends list widget.* ***:param*** *friend\_name: The name of the friend to remove.* ***:return****: None  
 """* if friend\_name == NO\_FRIENDS:  
 return  
 print(f"Removing friend: {friend\_name}")  
 self.friends.remove(friend\_name)  
 if self.friends:  
 index = self.friends\_list\_widget.currentRow()  
 self.friends\_list\_widget.takeItem(index)  
 else:  
 self.friends\_list\_widget.clear()  
 self.friends\_list\_widget.addItem(NO\_FRIENDS)  
 send\_data(client\_socket, f"remove\_friend ||{friend\_name}")  
  
 def send\_friend\_request(self, user):  
 *"""  
 Sends a friend request to a user.* ***:param*** *user: The name of the user to send the friend request to.* ***:return****: The response from the server (OK/already sent/already friend).* ***:rtype****: str  
 """* if user not in self.friends:  
 send\_data(client\_socket, f"send\_friend\_request||{user}")  
 print(f"Sent a friend request to {user}")  
 response = receive\_data(client\_socket)  
 else:  
 response = "This user is already your friend"  
 return response  
  
 def user\_double\_clicked(self, item):  
 *"""  
 Opens a message box to send a friend request when a user is double-clicked in the user list widget.* ***:param*** *item: The selected item representing the user.* ***:return****: None  
 """* user = item.text()  
 message\_box = QMessageBox()  
 message\_box.setWindowTitle("Send Friend Request")  
 message\_box.setText(f"Send {user} a friend request?")  
  
 # Add buttons for Yes and No options  
 message\_box.addButton(QMessageBox.Yes)  
 message\_box.addButton(QMessageBox.No)  
  
 # Execute the message box and get the result  
 result = message\_box.exec\_()  
 if result == QMessageBox.Yes:  
 response = self.send\_friend\_request(user)  
 if response != "OK":  
 QMessageBox.warning(self, "Error", response)  
  
 def add\_friend(self, user):  
 *"""  
 Adds a friend to the friend list and sends command to server.* ***:param*** *user: The name of the user to add as a friend.* ***:return****: None  
 """* self.friends.append(user)  
 self.friends\_list\_widget.clear()  
 self.friends\_list\_widget.addItems(self.friends)  
 send\_data(client\_socket, f"add\_friend ||{user}")  
 print(f"added {user}")  
  
 def remove\_friend\_request(self, user):  
 *"""  
 Removes a friend request from the friend request list and sends command to server.* ***:param*** *user: The name of the user whose friend request is to be removed.* ***:return****: None  
 """* self.friend\_requests.remove(user)  
 if self.friend\_requests:  
 index = self.friend\_requests\_list\_widget.currentRow()  
 self.friend\_requests\_list\_widget.takeItem(index)  
 else:  
 self.friend\_requests\_list\_widget.clear()  
 self.friend\_requests\_list\_widget.addItem(NO\_FRIEND\_REQUESTS)  
 send\_data(client\_socket, f"rmv\_friend\_request ||{user}")  
  
 def friend\_request\_double\_clicked(self, item):  
 *"""  
 Handles the action when a friend request is double-clicked in the friend request list.* ***:param*** *item: The selected item representing the friend request.* ***:return****: None  
 """* user = item.text()  
 if user == NO\_FRIEND\_REQUESTS:  
 return  
 message\_box = QtWidgets.QMessageBox()  
 message\_box.setWindowTitle("Add Friend")  
 message\_box.setText(f"Add {user} as a friend?")  
 message\_box.addButton(QtWidgets.QPushButton("Yes"), QMessageBox.YesRole)  
 message\_box.addButton(QtWidgets.QPushButton("No"), QMessageBox.ActionRole)  
 message\_box.addButton(QtWidgets.QPushButton("Close"), QMessageBox.ActionRole)  
  
 message\_box.exec\_()  
 button = message\_box.clickedButton().text()  
  
 if button != "Close":  
 self.remove\_friend\_request(user)  
 if button == "Yes":  
 self.add\_friend(user)  
  
 def search\_users(self, search\_text):  
 *"""  
 Searches for users based on the provided search text and displays the matching results.* ***:param*** *search\_text: The text to search for in the list of users.* ***:return****: None  
 """* if not search\_text:  
 # Clear the current contents of the search results list widget  
 self.search\_results\_list.clear()  
 else:  
 self.search\_results\_list.clear()  
 # Filter the users list based on the search text  
 filtered\_users = [user for user in self.users if search\_text.lower() in user.lower()]  
  
 # Display the matching results in the search results list widget  
 self.search\_results\_list.addItems(filtered\_users)  
  
 def recursively\_add\_paths(self, folder\_path):  
 *"""  
 Recursively adds file paths within the specified folder path to the file watcher and stores their timestamps.  
 :param folder\_path: The path of the folder to recursively add file paths from.* ***:return****: None  
 """* if folder\_path == self.dir\_path:  
 watcher = self.watcher  
 else:  
 watcher = self.read\_write\_watcher  
 watcher.removePaths(watcher.files())  
 for root, dirs, files in os.walk(folder\_path):  
 for file in files:  
 path = os.path.join(root, file)  
 watcher.addPath(path)  
 self.file\_timestamps[path] = os.path.getmtime(path)  
  
 def file\_changed(self, path):  
 *"""  
 Handles the action when a file is changed.* ***:param*** *path: The path of the changed file.* ***:return****: None  
 """* if not os.path.exists(path):  
 # File doesn't exist anymore, skip processing  
 return  
  
 current\_timestamp = os.path.getmtime(path)  
 previous\_timestamp = self.file\_timestamps.get(path)  
 os.path.getmtime(path)  
 if previous\_timestamp and current\_timestamp != previous\_timestamp:  
 print("File edited:", path)  
 file\_data = File(path).data  
 # Send the file path and its data over the socket  
 if FOLDER in path:  
 relative\_path = os.path.relpath(path, DIRECTORY)  
 else:  
 relative\_path = os.path.relpath(path, self.read\_write\_path)  
 send\_data(client\_socket, f"file\_edit ||{relative\_path}")  
 send\_data(client\_socket, file\_data, send\_bytes=True)  
  
 self.file\_timestamps[path] = current\_timestamp  
  
 def on\_list\_view\_double\_clicked(self, index):  
 *"""  
 Handles the action when an item (file or folder) in the list view (user's folder) is double-clicked.* ***:param*** *index: The index of the double-clicked item.* ***:return****: None  
 """* # Check if the selected index represents a directory  
 if self.model.isDir(index):  
 # Get the path of the double-clicked directory  
 directory\_path = self.model.filePath(index)  
 # Set the root path of the model to the double-clicked directory  
 self.model.setRootPath(directory\_path)  
 # Set the root index of the list view to the new root path  
 self.list\_view.setRootIndex(self.model.index(directory\_path))  
 self.go\_back\_button.show()  
 self.directory\_history.append(directory\_path)  
 else:  
 file\_path = self.model.filePath(index)  
 open\_file(file\_path)  
  
 def on\_read\_write\_list\_view\_double\_clicked(self, index):  
 *"""  
 Handles the action when an item (file or folder) in the read-write shared folders list view is double-clicked.* ***:param*** *index: The index of the double-clicked item.* ***:return****: None  
 """* # Check if the selected index represents a directory  
 if self.read\_write\_model.isDir(index):  
 # Get the path of the double-clicked directory  
 directory\_path = self.read\_write\_model.filePath(index)  
 # Set the root path of the model to the double-clicked directory  
 self.read\_write\_model.setRootPath(directory\_path)  
 # Set the root index of the list view to the new root path  
 self.read\_write\_list\_view.setRootIndex(self.read\_write\_model.index(directory\_path))  
 self.rw\_go\_back\_button.show()  
 self.upload\_files\_shares\_button.show()  
 self.upload\_folders\_shares\_button.show()  
 self.read\_write\_directory\_history.append(directory\_path)  
 else:  
 file\_path = self.read\_write\_model.filePath(index)  
 open\_file(file\_path)  
  
 def on\_read\_only\_list\_view\_double\_clicked(self, index):  
 *"""  
 Handles the action when an item (file or folder) in the read-only shared folders list view is double-clicked.* ***:param*** *index: The index of the double-clicked item.* ***:return****: None  
 """* # Check if the selected index represents a directory  
 if self.read\_only\_model.isDir(index):  
 # Get the path of the double-clicked directory  
 directory\_path = self.read\_only\_model.filePath(index)  
 # Set the root path of the model to the double-clicked directory  
 self.read\_only\_model.setRootPath(directory\_path)  
 # Set the root index of the list view to the new root path  
 self.read\_only\_list\_view.setRootIndex(self.read\_only\_model.index(directory\_path))  
 self.r\_go\_back\_button.show()  
 self.read\_only\_directory\_history.append(directory\_path)  
 else:  
 file\_path = self.read\_only\_model.filePath(index)  
 open\_file(file\_path)  
  
 def go\_back(self):  
 *"""  
 Navigates back to the previous directory in the file system.* ***:return****: None  
 """* if len(self.directory\_history) >= 1:  
 # Remove the current directory from the history  
 self.directory\_history.pop()  
 # Get the previous directory path  
 parent\_directory\_path = self.directory\_history[-1]  
 # Set the root path of the model to the parent directory  
 self.model.setRootPath(parent\_directory\_path)  
 # Set the root index of the list view to the new root path  
 self.list\_view.setRootIndex(self.model.index(parent\_directory\_path))  
  
 # Show or hide the "Go Back" button based on the directory history  
 if len(self.directory\_history) <= 1:  
 self.go\_back\_button.hide()  
 else:  
 self.go\_back\_button.show()  
  
 def rw\_go\_back(self):  
 *"""  
 Navigates back to the previous directory in the read-write widget.* ***:return****: None  
 """* if len(self.read\_write\_directory\_history) >= 1:  
 # Remove the current directory from the history  
 self.read\_write\_directory\_history.pop()  
 # Get the previous directory path  
 parent\_directory\_path = self.read\_write\_directory\_history[-1]  
 # Set the root path of the model to the parent directory  
 self.read\_write\_model.setRootPath(parent\_directory\_path)  
 # Set the root index of the list view to the new root path  
 self.read\_write\_list\_view.setRootIndex(self.read\_write\_model.index(parent\_directory\_path))  
  
 # Show or hide the "Go Back" button based on the directory history  
 if len(self.read\_write\_directory\_history) <= 1:  
 self.rw\_go\_back\_button.hide()  
 self.upload\_files\_shares\_button.hide()  
 self.upload\_folders\_shares\_button.hide()  
 else:  
 self.rw\_go\_back\_button.show()  
 self.upload\_files\_shares\_button.show()  
 self.upload\_folders\_shares\_button.show()  
  
 def r\_go\_back(self):  
 *"""  
 Navigates back to the previous directory in the read-only widget.* ***:return****: None  
 """* if len(self.read\_only\_directory\_history) >= 1:  
 # Remove the current directory from the history  
 self.read\_only\_directory\_history.pop()  
 # Get the previous directory path  
 parent\_directory\_path = self.read\_only\_directory\_history[-1]  
 # Set the root path of the model to the parent directory  
 self.read\_only\_model.setRootPath(parent\_directory\_path)  
 # Set the root index of the list view to the new root path  
 self.read\_only\_list\_view.setRootIndex(self.read\_only\_model.index(parent\_directory\_path))  
  
 # Show or hide the "Go Back" button based on the directory history  
 if len(self.read\_only\_directory\_history) <= 1:  
 self.r\_go\_back\_button.hide()  
 else:  
 self.r\_go\_back\_button.show()  
  
 def create\_context\_menu(self, position, list\_view):  
 *"""  
 Creates a context menu at the specified position in the given list view.* ***:param*** *position: The position where the context menu should be created.* ***:param*** *list\_view: The list view where the context menu is being created.* ***:return****: None  
 """* menu = QtWidgets.QMenu()  
 temp = self.model.rootPath()  
 if list\_view == self.read\_write\_list\_view:  
 self.model.setRootPath(self.read\_write\_model.rootPath())  
 selected\_index = list\_view.indexAt(position)  
 if selected\_index.isValid():  
 # Get the selected item's path  
 item\_path = self.model.filePath(selected\_index)  
 if os.path.basename(os.path.dirname(item\_path)) == os.path.basename(self.read\_write\_path) and \  
 list\_view == self.read\_write\_list\_view:  
 # Disable context menu on users' folders in shares tab  
 return  
 if os.path.isfile(item\_path):  
 # Add "Open" action to the context menu  
 open\_action = menu.addAction("Open")  
 open\_action.triggered.connect(lambda: open\_file(item\_path))  
  
 # Add "Rename" action to the context menu  
 rename\_action = menu.addAction("Rename")  
 rename\_action.triggered.connect(lambda: self.rename\_selected\_item(item\_path))  
  
 # Add "Delete" action to the context menu  
 delete\_action = menu.addAction("Delete")  
 delete\_action.triggered.connect(lambda: self.delete\_selected\_item(item\_path))  
  
 # Add "Copy" action to the context menu  
 copy\_action = menu.addAction("Copy")  
 copy\_action.triggered.connect(lambda: self.copy\_item(item\_path))  
  
 # Add "Cut" action to the context menu  
 cut\_action = menu.addAction("Cut")  
 cut\_action.triggered.connect(lambda: self.cut\_item(item\_path))  
  
 # Add "Paste" action to the context menu  
 paste\_action = menu.addAction("Paste")  
 paste\_action.triggered.connect(lambda: self.paste\_item())  
 else:  
 # Add "Paste" action to the context menu  
 paste\_action = menu.addAction("Paste")  
 paste\_action.triggered.connect(lambda: self.paste\_item())  
  
 # Add "New" submenu to the context menu  
 new\_menu = menu.addMenu("New")  
 # Add "Create File" action to the "New" submenu  
 create\_file\_action = new\_menu.addAction("Create File")  
 create\_file\_action.triggered.connect(self.create\_new\_file)  
 # Add "Create Folder" action to the "New" submenu  
 create\_folder\_action = new\_menu.addAction("Create Folder")  
 create\_folder\_action.triggered.connect(self.create\_new\_directory)  
 # Show the context menu at the given position  
 menu.exec\_(list\_view.viewport().mapToGlobal(position))  
 self.model.setRootPath(temp)  
  
 def copy\_item(self, item\_path):  
 *"""  
 Saves the path of the item to copy.* ***:param*** *item\_path: The path of the selected item.* ***:return****: None  
 """* self.copied\_item\_path = item\_path  
 self.cut\_item\_path = None  
  
 def cut\_item(self, item\_path):  
 *"""  
 Saves the path of the item to cut.* ***:param*** *item\_path: The path of the selected item.* ***:return****: None  
 """* self.cut\_item\_path = item\_path  
 self.copied\_item\_path = None  
  
 def paste\_item(self):  
 *"""  
 Pastes the copied or cut item to the current directory and sends command to the server.* ***:return****: None  
 """* destination\_path = self.model.rootPath()  
 if self.copied\_item\_path:  
 ok = True  
 # Copy the file or folder  
 if os.path.isfile(self.copied\_item\_path):  
 try:  
 # Copy a file  
 shutil.copy2(self.copied\_item\_path, destination\_path)  
 except shutil.SameFileError:  
 ok = False  
 elif os.path.isdir(self.copied\_item\_path):  
 try:  
 # Copy a folder  
 shutil.copytree(self.copied\_item\_path,  
 os.path.join(destination\_path, os.path.basename(self.copied\_item\_path)))  
 except FileExistsError:  
 ok = False  
 if ok:  
 if FOLDER in self.copied\_item\_path:  
 rel\_copied\_item\_path = os.path.relpath(self.copied\_item\_path, DIRECTORY)  
 else:  
 rel\_copied\_item\_path = os.path.relpath(self.copied\_item\_path, self.read\_write\_path)  
 if FOLDER in destination\_path:  
 rel\_des\_item\_path = os.path.relpath(destination\_path, DIRECTORY)  
 else:  
 rel\_des\_item\_path = os.path.relpath(destination\_path, self.read\_write\_path)  
 self.recursively\_add\_paths(self.dir\_path)  
 self.recursively\_add\_paths(self.read\_write\_path)  
 send\_data(client\_socket, f"copy ||{rel\_copied\_item\_path}||{rel\_des\_item\_path}")  
 elif self.cut\_item\_path:  
 try:  
 # Move the file or folder  
 shutil.move(self.cut\_item\_path, destination\_path)  
 if FOLDER in self.cut\_item\_path:  
 rel\_cut\_item\_path = os.path.relpath(self.cut\_item\_path, DIRECTORY)  
 else:  
 rel\_cut\_item\_path = os.path.relpath(self.cut\_item\_path, self.read\_write\_path)  
 if FOLDER in destination\_path:  
 rel\_des\_item\_path = os.path.relpath(destination\_path, DIRECTORY)  
 else:  
 rel\_des\_item\_path = os.path.relpath(destination\_path, self.read\_write\_path)  
 send\_data(client\_socket, f"move ||{rel\_cut\_item\_path}||{rel\_des\_item\_path}")  
 self.copied\_item\_path = os.path.join(destination\_path, os.path.basename(self.cut\_item\_path))  
 self.cut\_item\_path = None  
 except shutil.Error:  
 pass  
 # Refresh the file system view  
 self.model.setRootPath(self.model.rootPath())  
  
 def delete\_selected\_item(self, item\_path):  
 *"""  
 Deletes the selected item at the specified path and sends command to the server.* ***:param*** *item\_path: The path of the selected item.* ***:return****: None  
 """* self.model.setRootPath(item\_path)  
 # Delete the item (file or folder)  
 delete\_item(item\_path)  
 # Refresh the file system view  
 self.model.setRootPath(self.model.rootPath())  
 if FOLDER in item\_path:  
 relative\_path = os.path.relpath(item\_path, DIRECTORY)  
 else:  
 relative\_path = os.path.relpath(item\_path, self.read\_write\_path)  
  
 send\_data(client\_socket, f"delete\_item || {relative\_path}")  
  
 def rename\_selected\_item(self, item\_path):  
 *"""  
 Renames the selected item at the specified path and sends command to the server.* ***:param*** *item\_path: The path of the selected item.* ***:return****: None  
 """* # Open a dialog to get the new name  
 self.model.setRootPath(item\_path)  
 new\_name, ok = QInputDialog.getText(self, "Rename Item", "New Name:")  
 if ok and new\_name:  
 if os.path.splitext(new\_name)[-1] == '':  
 new\_name = new\_name + os.path.splitext(item\_path)[-1]  
 # Rename the item  
 valid = rename\_item(item\_path, new\_name)  
 if not valid:  
 return  
 # Refresh the file system view  
 self.model.setRootPath(self.model.rootPath())  
 if FOLDER in item\_path:  
 relative\_path = os.path.relpath(item\_path, DIRECTORY)  
 else:  
 relative\_path = os.path.relpath(item\_path, self.read\_write\_path)  
 send\_data(client\_socket, f"rename\_item || {relative\_path} || {new\_name}")  
  
 def create\_new\_file(self):  
 *"""  
 Creates a new file in the current directory and sends command to the server.* ***:return****: None  
 """* # Open a dialog to get the new file name  
 file\_name, ok = QInputDialog.getText(self, "Create New File", "File Name:")  
 parent\_path = self.model.rootPath()  
 if ok and file\_name:  
 # Check if a directory is selected  
 if not os.path.isdir(parent\_path):  
 parent\_path = self.dir\_path  
 # Construct the path of the new file  
 new\_file\_path = os.path.join(parent\_path, file\_name)  
  
 # Check if a file or directory with the same name already exists  
 if os.path.exists(new\_file\_path):  
 QMessageBox.warning(self, "Error", "A file or directory with the same name already exists.")  
 return  
 try:  
 # Create the new file  
 with open(new\_file\_path, 'w'):  
 pass # Do nothing, just create an empty file  
 self.recursively\_add\_paths(self.dir\_path)  
 except OSError:  
 QMessageBox.warning(self, "Error", "Invalid file name.")  
 return  
  
 # Refresh the file system view  
 self.model.setRootPath(self.model.rootPath())  
 if FOLDER in new\_file\_path:  
 relative\_path = os.path.relpath(new\_file\_path, DIRECTORY)  
 self.recursively\_add\_paths(self.dir\_path)  
 else:  
 relative\_path = os.path.relpath(new\_file\_path, self.read\_write\_path)  
 self.recursively\_add\_paths(self.read\_write\_path)  
 send\_data(client\_socket, f"create\_file || {relative\_path}")  
  
 def create\_new\_directory(self):  
 *"""  
 Creates a new directory in the current directory and sends command to the server.* ***:return****: None  
 """* # Open a dialog to get the new directory name  
 dir\_name, ok = QInputDialog.getText(self, "Create New Directory", "Directory Name:")  
 parent\_path = self.model.rootPath()  
 if ok and dir\_name:  
 # Check if a directory is selected  
 if not os.path.isdir(parent\_path):  
 parent\_path = self.dir\_path  
 # Construct the path of the new directory  
 new\_dir\_path = os.path.join(parent\_path, dir\_name)  
  
 # Check if a file or directory with the same name already exists  
 if os.path.exists(new\_dir\_path):  
 QMessageBox.warning(self, "Error", "A file or directory with the same name already exists.")  
 return  
 try:  
 # Create the new directory  
 os.makedirs(new\_dir\_path)  
 except OSError:  
 QMessageBox.warning(self, "Error", "Invalid folder name.")  
 return  
  
 # Refresh the file system view  
 self.model.setRootPath(self.model.rootPath())  
 if FOLDER in new\_dir\_path:  
 relative\_path = os.path.relpath(new\_dir\_path, DIRECTORY)  
 else:  
 relative\_path = os.path.relpath(new\_dir\_path, self.read\_write\_path)  
 send\_data(client\_socket, f"create\_folder || {relative\_path}")  
  
 def upload\_folder(self, model):  
 *"""  
 Allows the user to select a folder to upload and sends it to the server.* ***:param*** *model: The model representing the file system view.* ***:return****: None  
 """* directory = QtWidgets.QFileDialog.getExistingDirectory(self, "Select Folder to Upload",  
 QtCore.QDir.homePath())  
 parent\_path = model.rootPath()  
 if directory:  
 # Check if a directory is selected  
 if not os.path.isdir(parent\_path):  
 parent\_path = self.dir\_path  
 directory = Directory(directory)  
 new\_dir = directory.create(os.path.join(parent\_path, directory.name))  
 # Refresh the file system view  
 model.setRootPath(model.rootPath())  
 serialized\_dir = dumps(new\_dir)  
 new\_dir\_path = new\_dir.path  
 if FOLDER in new\_dir\_path:  
 relative\_path = os.path.relpath(new\_dir\_path, DIRECTORY)  
 else:  
 relative\_path = os.path.relpath(new\_dir\_path, self.read\_write\_path)  
  
 # Create a thread and start the network operations  
 thread = threading.Thread(target=self.upload\_directory, args=(relative\_path, serialized\_dir,))  
 thread.start()  
  
 @staticmethod  
 def upload\_directory(relative\_path, serialized\_dir):  
 *"""  
 Uploads a directory to the server.* ***:param*** *relative\_path: The relative path of the directory.* ***:param*** *serialized\_dir: The serialized representation of the directory.* ***:return****: None  
 """* send\_data(client\_socket, f"upload\_dir ||{relative\_path}")  
 send\_data(client\_socket, serialized\_dir, send\_bytes=True)  
  
 def upload\_file(self, model):  
 *"""  
 Allows the user to select a file to upload and sends them to the server.* ***:param*** *model: The model representing the file system view.* ***:return****: None  
 """* file\_dialog = QtWidgets.QFileDialog(self, "Select File to Upload")  
 file\_dialog.setFileMode(QtWidgets.QFileDialog.ExistingFiles | QtWidgets.QFileDialog.Directory)  
 file\_dialog.setOption(QtWidgets.QFileDialog.ShowDirsOnly, False) # Show both files and directories  
 parent\_path = model.rootPath()  
 if file\_dialog.exec\_():  
 # Check if a directory is selected  
 if not os.path.isdir(parent\_path):  
 parent\_path = self.dir\_path  
 selected\_files = file\_dialog.selectedFiles()  
 for file\_path in selected\_files:  
 # Upload a single file  
 file = File(file\_path)  
 destination\_path = os.path.join(parent\_path,  
 file.name)  
 shutil.copyfile(file.path, destination\_path)  
 serialized\_file = dumps(file)  
 if FOLDER in destination\_path:  
 relative\_path = os.path.relpath(destination\_path, DIRECTORY)  
 self.recursively\_add\_paths(self.dir\_path)  
 else:  
 relative\_path = os.path.relpath(destination\_path, self.read\_write\_path)  
 self.recursively\_add\_paths(self.read\_write\_path)  
  
 send\_data(client\_socket, f"upload\_file||{relative\_path}")  
 send\_data(client\_socket, serialized\_file, send\_bytes=True)  
  
 # Refresh the file system view  
 model.setRootPath(model.rootPath())  
  
  
class LoginWindow(QMainWindow, Ui\_Login):  
 *"""  
 Represents the login window of the application. Inherits from QMainWindow and UiLogin.  
 Responsible for the login action.  
 """* def \_\_init\_\_(self):  
 *"""  
 Initializes the LoginWindow object.  
 Sets up the UI elements, connects button signals to slots, and performs necessary configurations.* ***:return****: None  
 """* super().\_\_init\_\_()  
 self.setupUi(self)  
 self.login\_fail\_label.hide()  
 self.setWindowTitle("Log In")  
 disable\_keys(self.username\_input)  
 disable\_keys(self.password\_input)  
 self.username\_input.setMaxLength(12)  
 self.password\_input.setMaxLength(12)  
 self.login\_button.clicked.connect(self.login)  
 self.signup\_button.clicked.connect(self.goto\_signup\_screen)  
  
 def login(self):  
 *"""  
 Performs the login operation.  
 Retrieves the username and password from the input fields, sends the login request to the server,  
 receives the server's response, and handles the response accordingly.* ***:return****: None  
 """* username = self.username\_input.text()  
 password = self.password\_input.text()  
 if username == '' or password == '':  
 return  
 # perform login logic here  
 print(f"Username: {username}")  
 print(f"Password: {password}")  
 # Send the username and password to the server for signup  
 msg = f"login {username} {hashlib.md5(password.encode()).hexdigest()}"  
 send\_data(client\_socket, msg)  
  
 # Receive the server's response  
 response = receive\_data(client\_socket)  
  
 # Check the server's response and show an appropriate message  
 if response == "OK":  
 # Welcome message  
 print(f"Login Successful - Welcome, {username}!")  
 send\_data(client\_socket, "download\_folder")  
 dir\_data = receive\_data(client\_socket, return\_bytes=True)  
 folder = loads(dir\_data)  
 my\_folder = folder.create(os.path.join(DIRECTORY, folder.name))  
  
 self.goto\_files(my\_folder.path)  
 elif response == "FAIL":  
 print("Login Failed - Invalid username or password")  
 self.login\_fail\_label.show()  
 else:  
 fail\_label = create\_fail\_label(self, response, QtCore.QRect(150, 260, 285, 18))  
 fail\_label.show()  
  
 @staticmethod  
 def goto\_signup\_screen():  
 *"""  
 Navigates to the signup screen.* ***:return****: None  
 """* widget.addWidget(SignupWindow())  
 widget.setCurrentIndex(widget.currentIndex() + 1)  
  
 @staticmethod  
 def goto\_files(path):  
 *"""  
 Navigates to the main application screen.* ***:param*** *path: The path to the user's directory.* ***:return****: None  
 """* widget.addWidget((MainWindow(path)))  
 widget.setCurrentIndex(widget.currentIndex() + 1)  
 widget.setFixedWidth(854)  
 widget.setFixedHeight(605)  
  
  
class SignupWindow(QMainWindow, Ui\_Signup):  
 *"""  
 Represents the signup window of the application. Inherits from QMainWindow and UiSignup.  
 """* def \_\_init\_\_(self):  
 *"""  
 Initializes the SignupWindow object.  
 Sets up the UI elements, connects button signals to slots, and performs necessary configurations.* ***:return****: None  
 """* super().\_\_init\_\_()  
 self.setupUi(self)  
 self.confirm\_fail\_label.hide()  
 self.signup\_fail\_label.hide()  
 self.setWindowTitle("Sign Up")  
 disable\_keys(self.username\_input)  
 disable\_keys(self.password\_input)  
 disable\_keys(self.confirm\_password\_input)  
  
 self.create\_account\_button.clicked.connect(self.signup)  
 self.back\_button.clicked.connect(self.go\_back)  
  
 def signup(self):  
 *"""  
 Performs the signup operation.  
 Retrieves the username, password, and confirm password from the input fields, validates the inputs,  
 sends the signup request to the server, receives the server's response, and handles the response accordingly.* ***:return****: None  
 """* username = self.username\_input.text()  
 password = self.password\_input.text()  
 confirm\_password = self.confirm\_password\_input.text()  
 if username == '' or password == '' or confirm\_password == '':  
 return  
 if password != confirm\_password:  
 self.signup\_fail\_label.hide()  
 self.confirm\_fail\_label.show()  
 return  
 print("Username:", username)  
 print("Password:", password)  
 # Create a new socket and connect to the server  
 send\_data(client\_socket, f"signup {username} {hashlib.md5(password.encode()).hexdigest()}")  
 # Receive the server's response  
 response = receive\_data(client\_socket)  
  
 # Check the server's response and show an appropriate message  
 if response == "OK":  
 print(f"Signup Successful - Welcome {username}!")  
 path = os.path.join(DIRECTORY, username)  
 os.makedirs(path)  
 self.goto\_files(path)  
  
 else:  
 print("Signup Failed - Username already exists")  
 self.confirm\_fail\_label.hide()  
 self.signup\_fail\_label.show()  
  
 @staticmethod  
 def go\_back():  
 *"""  
 Navigates back to the previous screen.* ***:return****: None  
 """* widget.removeWidget(widget.currentWidget())  
 widget.setCurrentIndex(widget.currentIndex() - 1)  
  
 @staticmethod  
 def goto\_files(path):  
 *"""  
 Navigates to the files screen.* ***:param*** *path: The path to the user's directory.* ***:return****: None  
 """* widget.addWidget((MainWindow(path)))  
 widget.setCurrentIndex(widget.currentIndex() + 1)  
 widget.setFixedWidth(854)  
 widget.setFixedHeight(605)  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 client\_socket = None  
 try:  
 # Create a new socket and connect to the server  
 client\_socket = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
 client\_socket.connect((SERVER\_IP, PORT))  
 public\_key, private\_key = rsa.newkeys(1024)  
 public\_partner = rsa.PublicKey.load\_pkcs1(client\_socket.recv(1024))  
 client\_socket.send(public\_key.save\_pkcs1("PEM"))  
 # Receive the encrypted symmetric key from the server  
 encrypted\_symmetric\_key = client\_socket.recv(1024)  
 # Decrypt the symmetric key using the client's private key  
 symmetric\_key = rsa.decrypt(encrypted\_symmetric\_key, private\_key)  
 # Create a Fernet instance with the symmetric key  
 fernet = Fernet(symmetric\_key)  
 app = QApplication(sys.argv)  
 widget = QtWidgets.QStackedWidget()  
 widget.addWidget(LoginWindow())  
 widget.setFixedHeight(600)  
 widget.setFixedWidth(460)  
 widget.show()  
  
 sys.exit(app.exec\_())  
 except ConnectionRefusedError:  
 print("Server is closed")  
 finally:  
 if client\_socket:  
 client\_socket.close()

## login\_window.py (Auto-Generated by Qt Designer) 6.5

from PyQt5 import QtCore, QtGui, QtWidgets  
  
  
class Ui\_Login(object):  
 def setupUi(self, MainWindow):  
 MainWindow.setObjectName("MainWindow")  
 MainWindow.resize(460, 600)  
 MainWindow.setMouseTracking(True)  
 MainWindow.setTabletTracking(True)  
 self.centralwidget = QtWidgets.QWidget(MainWindow)  
 self.centralwidget.setObjectName("centralwidget")  
 self.title\_label = QtWidgets.QLabel(self.centralwidget)  
 self.title\_label.setGeometry(QtCore.QRect(134, 60, 191, 51))  
 font = QtGui.QFont()  
 font.setPointSize(30)  
 font.setBold(True)  
 font.setItalic(False)  
 font.setWeight(75)  
 self.title\_label.setFont(font)  
 self.title\_label.setMouseTracking(False)  
 self.title\_label.setObjectName("title\_label")  
 self.username\_label = QtWidgets.QLabel(self.centralwidget)  
 self.username\_label.setGeometry(QtCore.QRect(50, 150, 101, 23))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.username\_label.setFont(font)  
 self.username\_label.setObjectName("username\_label")  
 self.password\_label = QtWidgets.QLabel(self.centralwidget)  
 self.password\_label.setGeometry(QtCore.QRect(50, 210, 101, 31))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.password\_label.setFont(font)  
 self.password\_label.setObjectName("password\_label")  
 self.username\_input = QtWidgets.QLineEdit(self.centralwidget)  
 self.username\_input.setGeometry(QtCore.QRect(180, 150, 230, 31))  
 self.username\_input.setObjectName("username\_input")  
 self.password\_input = QtWidgets.QLineEdit(self.centralwidget)  
 self.password\_input.setGeometry(QtCore.QRect(180, 210, 230, 31))  
 self.password\_input.setTabletTracking(False)  
 self.password\_input.setAutoFillBackground(False)  
 self.password\_input.setEchoMode(QtWidgets.QLineEdit.Password)  
 self.password\_input.setClearButtonEnabled(False)  
 self.password\_input.setObjectName("password\_input")  
 self.login\_button = QtWidgets.QPushButton(self.centralwidget)  
 self.login\_button.setGeometry(QtCore.QRect(180, 290, 100, 35))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.login\_button.setFont(font)  
 self.login\_button.setObjectName("login\_button")  
 self.create\_account\_label = QtWidgets.QLabel(self.centralwidget)  
 self.create\_account\_label.setGeometry(QtCore.QRect(50, 350, 171, 30))  
 font = QtGui.QFont()  
 font.setPointSize(12)  
 self.create\_account\_label.setFont(font)  
 self.create\_account\_label.setObjectName("create\_account\_label")  
 self.signup\_button = QtWidgets.QPushButton(self.centralwidget)  
 self.signup\_button.setGeometry(QtCore.QRect(220, 350, 100, 30))  
 font = QtGui.QFont()  
 font.setPointSize(12)  
 self.signup\_button.setFont(font)  
 self.signup\_button.setStyleSheet("color: rgb(0, 0, 255)")  
 self.signup\_button.setFlat(True)  
 self.signup\_button.setObjectName("signup\_button")  
 self.login\_fail\_label = QtWidgets.QLabel(self.centralwidget)  
 self.login\_fail\_label.setEnabled(True)  
 self.login\_fail\_label.setGeometry(QtCore.QRect(85, 260, 285, 18))  
 font = QtGui.QFont()  
 font.setPointSize(11)  
 self.login\_fail\_label.setFont(font)  
 self.login\_fail\_label.setStyleSheet("color:rgb(255, 0, 0)")  
 self.login\_fail\_label.setObjectName("login\_fail\_label")  
 MainWindow.setCentralWidget(self.centralwidget)  
  
 self.retranslateUi(MainWindow)  
 QtCore.QMetaObject.connectSlotsByName(MainWindow)  
  
 def retranslateUi(self, MainWindow):  
 \_translate = QtCore.QCoreApplication.translate  
 MainWindow.setWindowTitle(\_translate("MainWindow", "MainWindow"))  
 self.title\_label.setText(\_translate("MainWindow", "FileSpace"))  
 self.username\_label.setText(\_translate("MainWindow", "Username"))  
 self.password\_label.setText(\_translate("MainWindow", "Password"))  
 self.login\_button.setText(\_translate("MainWindow", "Log In"))  
 self.create\_account\_label.setText(\_translate("MainWindow", "Don\'t have an account?"))  
 self.signup\_button.setText(\_translate("MainWindow", "Sign Up"))  
 self.login\_fail\_label.setText(\_translate("MainWindow", "Login Failed - Invalid username or password"))

## signup\_window.py (Auto-Generated by Qt Designer) 6.6

from PyQt5 import QtCore, QtGui, QtWidgets  
  
  
class Ui\_Signup(object):  
 def setupUi(self, MainWindow):  
 MainWindow.setObjectName("MainWindow")  
 MainWindow.setEnabled(True)  
 MainWindow.resize(460, 600)  
 self.centralwidget = QtWidgets.QWidget(MainWindow)  
 self.centralwidget.setObjectName("centralwidget")  
 self.title\_label = QtWidgets.QLabel(self.centralwidget)  
 self.title\_label.setGeometry(QtCore.QRect(134, 60, 191, 51))  
 font = QtGui.QFont()  
 font.setPointSize(30)  
 font.setBold(True)  
 font.setItalic(False)  
 font.setWeight(75)  
 self.title\_label.setFont(font)  
 self.title\_label.setMouseTracking(False)  
 self.title\_label.setObjectName("title\_label")  
 self.username\_label = QtWidgets.QLabel(self.centralwidget)  
 self.username\_label.setGeometry(QtCore.QRect(50, 150, 101, 23))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.username\_label.setFont(font)  
 self.username\_label.setObjectName("username\_label")  
 self.username\_input = QtWidgets.QLineEdit(self.centralwidget)  
 self.username\_input.setGeometry(QtCore.QRect(180, 150, 230, 31))  
 self.username\_input.setObjectName("username\_input")  
 self.password\_input = QtWidgets.QLineEdit(self.centralwidget)  
 self.password\_input.setGeometry(QtCore.QRect(209, 210, 201, 31))  
 self.password\_input.setTabletTracking(False)  
 self.password\_input.setAutoFillBackground(False)  
 self.password\_input.setEchoMode(QtWidgets.QLineEdit.Password)  
 self.password\_input.setClearButtonEnabled(False)  
 self.password\_input.setObjectName("password\_input")  
 self.password\_label = QtWidgets.QLabel(self.centralwidget)  
 self.password\_label.setGeometry(QtCore.QRect(20, 210, 161, 31))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.password\_label.setFont(font)  
 self.password\_label.setObjectName("password\_label")  
 self.confirm\_password\_label = QtWidgets.QLabel(self.centralwidget)  
 self.confirm\_password\_label.setGeometry(QtCore.QRect(20, 270, 171, 31))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.confirm\_password\_label.setFont(font)  
 self.confirm\_password\_label.setObjectName("confirm\_password\_label")  
 self.confirm\_password\_input = QtWidgets.QLineEdit(self.centralwidget)  
 self.confirm\_password\_input.setGeometry(QtCore.QRect(209, 270, 201, 31))  
 self.confirm\_password\_input.setTabletTracking(False)  
 self.confirm\_password\_input.setAutoFillBackground(False)  
 self.confirm\_password\_input.setText("")  
 self.confirm\_password\_input.setEchoMode(QtWidgets.QLineEdit.Password)  
 self.confirm\_password\_input.setClearButtonEnabled(False)  
 self.confirm\_password\_input.setObjectName("confirm\_password\_input")  
 self.create\_account\_button = QtWidgets.QPushButton(self.centralwidget)  
 self.create\_account\_button.setGeometry(QtCore.QRect(150, 350, 151, 35))  
 font = QtGui.QFont()  
 font.setPointSize(16)  
 self.create\_account\_button.setFont(font)  
 self.create\_account\_button.setObjectName("create\_account\_button")  
 self.back\_button = QtWidgets.QPushButton(self.centralwidget)  
 self.back\_button.setGeometry(QtCore.QRect(0, 0, 75, 23))  
 self.back\_button.setObjectName("pushButton")  
 self.signup\_fail\_label = QtWidgets.QLabel(self.centralwidget)  
 self.signup\_fail\_label.setEnabled(True)  
 self.signup\_fail\_label.setGeometry(QtCore.QRect(95, 320, 285, 18))  
 font = QtGui.QFont()  
 font.setPointSize(11)  
 self.signup\_fail\_label.setFont(font)  
 self.signup\_fail\_label.setStyleSheet("color:rgb(255, 0, 0)")  
 self.signup\_fail\_label.setObjectName("signup\_fail\_label")  
 self.confirm\_fail\_label = QtWidgets.QLabel(self.centralwidget)  
 self.confirm\_fail\_label.setEnabled(True)  
 self.confirm\_fail\_label.setGeometry(QtCore.QRect(95, 320, 285, 18))  
 font = QtGui.QFont()  
 font.setPointSize(11)  
 self.confirm\_fail\_label.setFont(font)  
 self.confirm\_fail\_label.setStyleSheet("color:rgb(255, 0, 0)")  
 self.confirm\_fail\_label.setObjectName("confirm\_fail\_label")  
 MainWindow.setCentralWidget(self.centralwidget)  
  
 self.retranslateUi(MainWindow)  
 QtCore.QMetaObject.connectSlotsByName(MainWindow)  
  
 def retranslateUi(self, MainWindow):  
 \_translate = QtCore.QCoreApplication.translate  
 MainWindow.setWindowTitle(\_translate("MainWindow", "MainWindow"))  
 self.title\_label.setText(\_translate("MainWindow", "FileSpace"))  
 self.username\_label.setText(\_translate("MainWindow", "Username"))  
 self.password\_label.setText(\_translate("MainWindow", "Create Password"))  
 self.confirm\_password\_label.setText(\_translate("MainWindow", "Confirm Password"))  
 self.create\_account\_button.setText(\_translate("MainWindow", "Create Account"))  
 self.back\_button.setText(\_translate("MainWindow", "Back"))  
 self.signup\_fail\_label.setText(\_translate("MainWindow", "Signup Failed - Username already exists"))  
 self.confirm\_fail\_label.setText(\_translate("MainWindow", "Signup Failed - Couldn\'t confirm password"))

## main\_window.py (Auto-Generated by Qt Designer) 6.7

from PyQt5 import QtCore, QtGui, QtWidgets  
  
  
class Ui\_MainWindow(object):  
 def setupUi(self, MainWindow):  
 MainWindow.setObjectName("MainWindow")  
 MainWindow.resize(854, 605)  
 self.horizontalLayout = QtWidgets.QHBoxLayout(MainWindow)  
 self.horizontalLayout.setObjectName("horizontalLayout")  
 self.tabs = QtWidgets.QTabWidget(MainWindow)  
 self.tabs.setEnabled(True)  
 sizePolicy = QtWidgets.QSizePolicy(QtWidgets.QSizePolicy.MinimumExpanding, QtWidgets.QSizePolicy.MinimumExpanding)  
 sizePolicy.setHorizontalStretch(0)  
 sizePolicy.setVerticalStretch(0)  
 sizePolicy.setHeightForWidth(self.tabs.sizePolicy().hasHeightForWidth())  
 self.tabs.setSizePolicy(sizePolicy)  
 self.tabs.setObjectName("tabs")  
 self.myfolder\_tab = QtWidgets.QWidget()  
 self.myfolder\_tab.setObjectName("myfolder\_tab")  
 self.upload\_files\_button = QtWidgets.QPushButton(self.myfolder\_tab)  
 self.upload\_files\_button.setGeometry(QtCore.QRect(730, 80, 81, 23))  
 self.upload\_files\_button.setObjectName("upload\_files\_button")  
 self.upload\_folders\_button = QtWidgets.QPushButton(self.myfolder\_tab)  
 self.upload\_folders\_button.setGeometry(QtCore.QRect(730, 120, 81, 23))  
 self.upload\_folders\_button.setObjectName("upload\_folders\_button")  
 self.go\_back\_button = QtWidgets.QPushButton(self.myfolder\_tab)  
 self.go\_back\_button.setGeometry(QtCore.QRect(5, 10, 61, 23))  
 self.go\_back\_button.setObjectName("go\_back\_button")  
 self.list\_view = QtWidgets.QListView(self.myfolder\_tab)  
 self.list\_view.setGeometry(QtCore.QRect(20, 40, 691, 501))  
 self.list\_view.setAcceptDrops(True)  
 self.list\_view.setDragEnabled(False)  
 self.list\_view.setDragDropOverwriteMode(False)  
 self.list\_view.setDragDropMode(QtWidgets.QAbstractItemView.InternalMove)  
 self.list\_view.setSelectionMode(QtWidgets.QAbstractItemView.ExtendedSelection)  
 self.list\_view.setIconSize(QtCore.QSize(0, 0))  
 self.list\_view.setViewMode(QtWidgets.QListView.IconMode)  
 self.list\_view.setObjectName("list\_view")  
 self.my\_filespace\_label = QtWidgets.QLabel(self.myfolder\_tab)  
 self.my\_filespace\_label.setGeometry(QtCore.QRect(300, 10, 111, 21))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.my\_filespace\_label.setFont(font)  
 self.my\_filespace\_label.setObjectName("my\_filespace\_label")  
 self.tabs.addTab(self.myfolder\_tab, "")  
 self.friends\_tab = QtWidgets.QWidget()  
 self.friends\_tab.setObjectName("friends\_tab")  
 self.friends\_list\_widget = QtWidgets.QListWidget(self.friends\_tab)  
 self.friends\_list\_widget.setGeometry(QtCore.QRect(10, 30, 256, 511))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.friends\_list\_widget.setFont(font)  
 self.friends\_list\_widget.setAlternatingRowColors(True)  
 self.friends\_list\_widget.setObjectName("friends\_list\_widget")  
 self.friends\_label = QtWidgets.QLabel(self.friends\_tab)  
 self.friends\_label.setGeometry(QtCore.QRect(100, 3, 61, 21))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.friends\_label.setFont(font)  
 self.friends\_label.setObjectName("friends\_label")  
 self.friend\_requests\_list\_widget = QtWidgets.QListWidget(self.friends\_tab)  
 self.friend\_requests\_list\_widget.setGeometry(QtCore.QRect(280, 30, 256, 241))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.friend\_requests\_list\_widget.setFont(font)  
 self.friend\_requests\_list\_widget.setSizeAdjustPolicy(QtWidgets.QAbstractScrollArea.AdjustIgnored)  
 self.friend\_requests\_list\_widget.setAlternatingRowColors(True)  
 self.friend\_requests\_list\_widget.setResizeMode(QtWidgets.QListView.Fixed)  
 self.friend\_requests\_list\_widget.setObjectName("friend\_requests\_list\_widget")  
 self.friend\_requests\_label = QtWidgets.QLabel(self.friends\_tab)  
 self.friend\_requests\_label.setGeometry(QtCore.QRect(330, 3, 141, 21))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.friend\_requests\_label.setFont(font)  
 self.friend\_requests\_label.setObjectName("friend\_requests\_label")  
 self.search\_results\_list = QtWidgets.QListWidget(self.friends\_tab)  
 self.search\_results\_list.setGeometry(QtCore.QRect(550, 30, 256, 241))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.search\_results\_list.setFont(font)  
 self.search\_results\_list.setAlternatingRowColors(True)  
 self.search\_results\_list.setObjectName("search\_results\_list")  
 self.search\_users\_label = QtWidgets.QLabel(self.friends\_tab)  
 self.search\_users\_label.setGeometry(QtCore.QRect(550, 3, 91, 21))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.search\_users\_label.setFont(font)  
 self.search\_users\_label.setObjectName("search\_users\_label")  
 self.search\_bar = QtWidgets.QLineEdit(self.friends\_tab)  
 self.search\_bar.setGeometry(QtCore.QRect(640, 5, 161, 20))  
 self.search\_bar.setText("")  
 self.search\_bar.setObjectName("search\_bar")  
 self.sharing\_read\_write\_label = QtWidgets.QLabel(self.friends\_tab)  
 self.sharing\_read\_write\_label.setGeometry(QtCore.QRect(320, 275, 171, 31))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.sharing\_read\_write\_label.setFont(font)  
 self.sharing\_read\_write\_label.setObjectName("sharing\_read\_write\_label")  
 self.sharing\_read\_write\_list\_widget = QtWidgets.QListWidget(self.friends\_tab)  
 self.sharing\_read\_write\_list\_widget.setGeometry(QtCore.QRect(280, 310, 256, 231))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.sharing\_read\_write\_list\_widget.setFont(font)  
 self.sharing\_read\_write\_list\_widget.setAlternatingRowColors(True)  
 self.sharing\_read\_write\_list\_widget.setObjectName("sharing\_read\_write\_list\_widget")  
 self.sharing\_read\_only\_list\_widget = QtWidgets.QListWidget(self.friends\_tab)  
 self.sharing\_read\_only\_list\_widget.setGeometry(QtCore.QRect(550, 310, 256, 231))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.sharing\_read\_only\_list\_widget.setFont(font)  
 self.sharing\_read\_only\_list\_widget.setAlternatingRowColors(True)  
 self.sharing\_read\_only\_list\_widget.setObjectName("sharing\_read\_only\_list\_widget")  
 self.sharing\_read\_only\_label = QtWidgets.QLabel(self.friends\_tab)  
 self.sharing\_read\_only\_label.setGeometry(QtCore.QRect(590, 275, 161, 31))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.sharing\_read\_only\_label.setFont(font)  
 self.sharing\_read\_only\_label.setObjectName("sharing\_read\_only\_label")  
 self.tabs.addTab(self.friends\_tab, "")  
 self.shares\_tab = QtWidgets.QWidget()  
 self.shares\_tab.setObjectName("shares\_tab")  
 self.read\_write\_list\_view = QtWidgets.QListView(self.shares\_tab)  
 self.read\_write\_list\_view.setGeometry(QtCore.QRect(10, 40, 390, 471))  
 self.read\_write\_list\_view.setViewMode(QtWidgets.QListView.IconMode)  
 self.read\_write\_list\_view.setObjectName("read\_write\_list\_view")  
 self.read\_write\_label = QtWidgets.QLabel(self.shares\_tab)  
 self.read\_write\_label.setGeometry(QtCore.QRect(140, 5, 141, 31))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.read\_write\_label.setFont(font)  
 self.read\_write\_label.setObjectName("read\_write\_label")  
 self.read\_only\_list\_view = QtWidgets.QListView(self.shares\_tab)  
 self.read\_only\_list\_view.setGeometry(QtCore.QRect(410, 40, 400, 471))  
 self.read\_only\_list\_view.setViewMode(QtWidgets.QListView.IconMode)  
 self.read\_only\_list\_view.setObjectName("read\_only\_list\_view")  
 self.read\_only\_label = QtWidgets.QLabel(self.shares\_tab)  
 self.read\_only\_label.setGeometry(QtCore.QRect(560, 5, 91, 31))  
 font = QtGui.QFont()  
 font.setPointSize(14)  
 self.read\_only\_label.setFont(font)  
 self.read\_only\_label.setObjectName("read\_only\_label")  
 self.rw\_go\_back\_button = QtWidgets.QPushButton(self.shares\_tab)  
 self.rw\_go\_back\_button.setGeometry(QtCore.QRect(10, 10, 61, 23))  
 self.rw\_go\_back\_button.setObjectName("rw\_go\_back\_button")  
 self.r\_go\_back\_button = QtWidgets.QPushButton(self.shares\_tab)  
 self.r\_go\_back\_button.setGeometry(QtCore.QRect(410, 10, 61, 23))  
 self.r\_go\_back\_button.setObjectName("r\_go\_back\_button")  
 self.upload\_folders\_shares\_button = QtWidgets.QPushButton(self.shares\_tab)  
 self.upload\_folders\_shares\_button.setGeometry(QtCore.QRect(200, 520, 81, 24))  
 self.upload\_folders\_shares\_button.setObjectName("upload\_folders\_shares\_button")  
 self.upload\_files\_shares\_button = QtWidgets.QPushButton(self.shares\_tab)  
 self.upload\_files\_shares\_button.setGeometry(QtCore.QRect(94, 520, 81, 24))  
 self.upload\_files\_shares\_button.setObjectName("upload\_files\_shares\_button")  
 self.read\_write\_label.raise\_()  
 self.read\_write\_list\_view.raise\_()  
 self.read\_only\_list\_view.raise\_()  
 self.read\_only\_label.raise\_()  
 self.rw\_go\_back\_button.raise\_()  
 self.r\_go\_back\_button.raise\_()  
 self.upload\_folders\_shares\_button.raise\_()  
 self.upload\_files\_shares\_button.raise\_()  
 self.tabs.addTab(self.shares\_tab, "")  
 self.horizontalLayout.addWidget(self.tabs)  
  
 self.retranslateUi(MainWindow)  
 self.tabs.setCurrentIndex(2)  
 QtCore.QMetaObject.connectSlotsByName(MainWindow)  
  
 def retranslateUi(self, MainWindow):  
 \_translate = QtCore.QCoreApplication.translate  
 MainWindow.setWindowTitle(\_translate("MainWindow", "FileSpace"))  
 self.upload\_files\_button.setText(\_translate("MainWindow", "Upload Files"))  
 self.upload\_folders\_button.setText(\_translate("MainWindow", "Upload Folders"))  
 self.go\_back\_button.setText(\_translate("MainWindow", "Back"))  
 self.my\_filespace\_label.setText(\_translate("MainWindow", "My FileSpace"))  
 self.tabs.setTabText(self.tabs.indexOf(self.myfolder\_tab), \_translate("MainWindow", "My FileSpace"))  
 self.friends\_label.setText(\_translate("MainWindow", "Friends"))  
 self.friend\_requests\_label.setText(\_translate("MainWindow", "Friend Requests"))  
 self.search\_users\_label.setText(\_translate("MainWindow", "Find Users"))  
 self.sharing\_read\_write\_label.setText(\_translate("MainWindow", "Sharing Read-Write"))  
 self.sharing\_read\_only\_label.setText(\_translate("MainWindow", "Sharing Read-Only"))  
 self.tabs.setTabText(self.tabs.indexOf(self.friends\_tab), \_translate("MainWindow", "Friends"))  
 self.read\_write\_label.setText(\_translate("MainWindow", "Read And Write"))  
 self.read\_only\_label.setText(\_translate("MainWindow", "Read Only"))  
 self.rw\_go\_back\_button.setText(\_translate("MainWindow", "Back"))  
 self.r\_go\_back\_button.setText(\_translate("MainWindow", "Back"))  
 self.upload\_folders\_shares\_button.setText(\_translate("MainWindow", "Upload Folders"))  
 self.upload\_files\_shares\_button.setText(\_translate("MainWindow", "Upload Files"))  
 self.tabs.setTabText(self.tabs.indexOf(self.shares\_tab), \_translate("MainWindow", "Shares"))